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ABSTRACT

CONTROLLING CONTACT TRANSITIONS FOR DYNAMIC ROBOTS

William Yang

Michael Posa

Legged robots, robotic manipulators, and their combined embodiment as humanoid robots have

received considerable attention across both academia and industry. However, with few notable ex-

ceptions, state-of-the-art demonstrations are significantly less dynamic than their biological coun-

terparts. A formidable challenge towards achieving more dynamic robots lies within controlling

contact interactions with their environment. Legged robots undergoing impacts experience near-

instantaneous changes in their velocities, making accurate state estimation difficult and resulting

in controller sensitivity to even small deviations in impact timing. Contact transitions are also

challenging for robot manipulation due to the combinatorial complexity of planning across multiple

contact modes. Frictional contact that often arises from dynamic manipulation further increases

this planning complexity due to the introduction of additional contact modes and increased degree

of underactuation.

To address these limitations, this thesis proposes algorithmic and systems contributions to gracefully

handle contact transitions for dynamic robots. First, we identify that uncertainties from impact

events enter the system dynamics in a structured manner. We leverage this structure to propose

a general modification to model-based feedback controllers, enabling selective robustness to impact

uncertainty while maximally retaining control authority. We validate our approach on custom

dynamic jumping and running controllers on the 3D bipedal robot, Cassie. Then, we examine

dexterous dynamic manipulation through complex non-prehensile tasks that require considering the

full spectrum of hybrid contact modes. We leverage recent advancements in contact-implicit MPC

to generate contact-rich motion plans in real-time. We demonstrate, through careful integration of

the MPC and low-level tracking controller, how contact-implicit MPC can be adapted to dynamic

tasks. We perform two distinct tasks using the same model, notably without common aids such as

iv



reference trajectories or motion primitives, highlighting the generality of our approach.
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CHAPTER 1

Introduction

Legged robots, robotic manipulators, and their combined embodiment as humanoid robots have

received considerable attention across both academia and industry. These robots have the promise

of performing valuable tasks such as search and rescue as well as alleviating anticipated labor

shortages in caretaker and logistics fields. However, current robotic applications are siloed to tightly

controlled environments in industrial manufacturing settings. With few exceptions, state-of-the-art

demonstrations are stiff and showcase considerably less agility than their biological counterparts.

As robots transition from research projects to integral components of our lives, we want to develop

methods that can employ robots to their full physical capabilities. By working towards methods

that can reason about and regulate the robot’s complete set of dynamics, we expand the locomotion

and manipulation skills to include those that can only be accomplished dynamically, such as running

and jumping.

While decades of control theory have developed rich and capable feedback controllers for continuous

systems, robots must interact with their environment through contact. These contacts introduce

forces and constraints that produce distinct contact modes, each with different governing dynamics,

which combined form a hybrid system. The governing dynamics within a single contact mode are

continuous, so prior theory can be applied. However, controlling transitions across these contact

modes is comparatively underexplored.

Controlling for these contact transitions is challenging because the governing dynamics change

instantly across contact modes, and thus the optimal action for one contact mode may be suboptimal

in another. This is further complicated when attempting to control for dynamic motions. At

impact events, velocities exhibit near discontinuities (Fazeli et al., 2020), which make accurate state

measurements difficult. For this reason, controllers are particularly sensitive to uncertainty in timing

during these impact events (Saccon et al., 2014). Due to the time scale of these impact dynamics,

common strategies such as contact detection (Bledt et al., 2018b) are insufficient.
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Leveraging the robot’s full dynamics also introduces sliding or frictional contact modes. Frictional

contact is challenging due to increased combinatorial complexity and model inaccuracies. Reasoning

about hybrid decisions such as contact and no-contact is already challenging due to the combinato-

rial complexity that originates from consideration of multiple actions and therefore contact modes in

the future (Cheng et al., 2022) (Graesdal et al., 2024). The addition of sliding as a possible contact

mode further increases the complexity of this analysis. The boundary between sliding and sticking

contact is challenging to regulate. While the boundary between contact and no-contact is purely

configuration dependent, the separation of sliding and sticking contact is more complex. Control-

ling for frictional contact is made even more challenging because there are known inaccuracies in

our models of frictional contact (Chatterjee, 1997) (Remy, 2017) (Halm and Posa, 2019). These

inaccuracies necessitate a reactive approach, which introduces real-time computational constraints.

The combinatorial complexity of planning through the full spectrum of contact modes combined

with the computational constraints, motivates simplifications in the form of offline computation

such as motion primitives (Woodruff and Lynch, 2017) or reference trajectories (Le Cleac’h et al.,

2024); however, this limits the generalization capabilities of these methods.

In this thesis, we embrace the complexity of impact dynamics and frictional contact. By understand-

ing the structure of uncertainty in impacts, we develop a principled method to make our controllers

robust while maximally retaining control authority. Reconciling with the inaccuracies of frictional

contact models, we leverage and augment contact-implicit MPC to react to and re-plan contact-rich

motions in real-time.

1.1. Outline and Contributions

In Chapter 2, we give an overview of related work for controlling dynamic systems with contact.

We review the current state-of-the-art capabilities in dynamic bipedal locomotion, contact-rich

manipulation, and dynamic manipulation. We also review relevant algorithms in robustness to

contact uncertainty as well as planning and control of contact-rich and dynamic manipulation.

In Chapter 3, we provide the mathematical background used to model robot systems with contact

and the formulations used to control these systems.
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The primary contributions of this thesis begin in Chapter 4. Here, we focus on the challenge of

applying low-level feedback control to discontinuous tracking objectives resulting from impact forces.

To address this, we introduce impact-invariant control, a general method for adapting feedback

controllers to be robust to uncertainty present at impact events. We demonstrate our method on

the first model-based box-jumping and running controllers formulated for Cassie.

In Chapter 5, we shift our focus to manipulation. We propose a dynamic manipulation task that

requires the exploration of the full spectrum of hybrid contact modes. This task not only includes

frequent making and breaking contact, but also the under-utilized transitions between sticking and

sliding contact. We leverage recent breakthroughs in contact-implicit MPC to automatically reason

about the contact modes, and carefully integrate the MPC with the downstream tracking controller

to accurately track the dynamic plans including forceful object interactions. Finally, in Chapter 6,

we finish with final discussions about directions for future work.
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CHAPTER 2

Related Work

In this chapter, we review related work in dynamic bipedal locomotion, methods for handling contact

uncertainty, and contact-rich manipulation.

2.1. Dynamic Bipedal Locomotion

In this section, we review the current state-of-the-art in dynamic 3D bipedal locomotion. Note, while

impressive dynamic capabilities have also been demonstrated on planar bipeds (Hodgins and Raibert,

1988; Sreenath et al., 2012; Ma et al., 2017), these robots lack complexity which simplifies control.

For example, these robots use near massless point feet, which leads to more manageable impact dy-

namics. Impressive feats have also been demonstrated on robots such as Asimo (Hirose and Ogawa,

2007) and Atlas (Dynamics, 2021). However, the methods that enable these behaviors are poorly

documented because they are industrial research projects. For this reason, the majority of recent

publications on dynamic 3D bipedal locomotion were developed for Cassie. Cassie, a compliant 3D

bipedal robot designed and manufactured by Agility Robotics1, is equipped with an actuated blade

foot as well as yaw degrees of freedom and thus capable of balancing in place and turning. Re-

inforcement learning (RL) controllers developed for Cassie showcased the full-spectrum of bipedal

gaits (Siekmann et al., 2021a) (Li et al., 2024) with impressive dynamicism and robustness. Al-

though these methods can generate impressive capabilities, the mechanisms responsible for creating

the behavior are still unclear. For example, it was hypothesized that increased foot clearance and

a swing-leg retraction aided in enabling blind traversal of stairs (Siekmann et al., 2021b), but the

policy also demonstrated complex recovery maneuvers that are not captured in this justification.

Thus any pitfalls and limitations of the RL policies are not easily understood without extensive

evaluation on the actual robot. In contrast, the assumptions and therefore limitations of model-

based controllers can be explicitly defined. For example, controllers that plan with Cassie’s full

dynamics by pre-computing gait libraries (Reher and Ames, 2021) (Gong et al., 2019) are limited

by the poor scaling of needing to compute a separate trajectory for each operator command. To
1https://agilityrobotics.com/
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achieve planning rates fast enough for real-time control, methods leverage reduced order models at

the cost of reduced expressivity (Chen and Posa, 2020). However, the limitations of the reduced

order models can be addressed. As an example, Gong and Grizzle (2022) motivated replacing the

Linear Inverted Pendulum (LIP) template with a more predictive model, Angular Momentum Linear

Inverted Pendulum (ALIP). Gibson et al. (2022) extended ALIP from flat terrain to sloped terrain

and Dosunmu-Ogunbi et al. (2023) made further modifications to support stairs. Despite these ef-

forts, model-based controllers still have not achieved Cassie’s full dynamic capabilities, evidenced

by the gap from the RL policies, indicating further exploration is still required.

2.2. Robustness To Contact Uncertainty

Although legged robots must be robust to many sources of uncertainty such as model uncertainty

in parameters like mass, inertia, and friction as well as external force perturbations from external

loads, legged robots are particularly sensitive to contact uncertainty. While model uncertainty and

force perturbations influence just the continuous dynamics, contact uncertainty alters the hybrid

dynamics. Because footstep placement is the primary mode of regulating the bulk motion of the

robot, changes in the contact location or timing has significant effects on the overall motion.

Efforts to improve robustness to contact uncertainty largely fall into three complementary strategies:

designing inherently robust open-loop trajectories, faster and more accurate contact detection, and

addressing low-level controller sensitivity to discontinuous tracking objectives.

Regulating to trajectories that are inherently robust to contact uncertainty is a good place to start.

Similar to how guinea fowls handle large unseen disturbances in ground height (Daley and Biewener,

2006), the open-loop swing-leg retraction trajectory coupled with spring-like leg dynamics was

shown to have inherent stability to variable terrain heights (Seyfarth et al., 2003). In search of this

property, multiple approaches have also rediscovered similar swing-leg retraction policies through

explicitly optimizing for it using optimization methods (Dai and Tedrake, 2012) (Green et al., 2020)

(Zhu et al., 2022). Additionally, through stochastic methods, roboticists have discovered methods

for how to compute foot clearance through optimization (Drnach and Zhao, 2021).
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Detecting off-nominal contact switches is important as the feedback strategies can differ greatly

according to the current contact mode because the dynamics differs. For this reason, accurate and

fast contact detection is important for reacting to uncertain contacts. Examples of improvements

in contact detection include (Bledt et al., 2018b).

Despite robust trajectories and improved contact detection, controllers are still sensitive to con-

tact transitions. This is due to the unavoidable differences between the reference trajectory and

actual system state from compliance in true contacts and even minuscule differences in impact tim-

ing. These differences may cause feedback error to spike and constraints to be violated, leading

to instability. Methods for avoiding these controller spikes can be heuristic, such as reducing or

blending controller gains around the impact event (Mason et al., 2016) (Atkeson et al., 2015), but

these do not directly address the sources of the discontinuities. A suite of strategies, called refer-

ence spreading control (Saccon et al., 2014) (Van Steen et al., 2024), addresses the issue of possibly

invalid time-based reference trajectories for mismatches in impact timing. Additional extensions

leverage dynamical systems-like vector fields to eliminate the time-dependency (van Steen et al.,

2023). However, all of these methods still require contact detection or accurate velocity estimates

(van Steen et al., 2023), which are both difficult to achieve during the impact event. For this reason,

these methods include an intermediate mode during contact where velocity feedback is turned off.

Another impact-aware formulation is (Wang et al., 2023), which incorporates anticipated impacts

when considering the constraints in the task-space controller. When evaluating velocity-dependent

constraints near anticipated impact events, the impact-friendly controller considers both pre- and

post- impact velocities as predicted by their impact model (Wang et al., 2022). By doing so, they

avoid constraint infeasibilities that are purely due to mismatches in impact timing.

2.3. Contact-Rich Manipulation

In Chapter 5, we demonstrate a contact-rich dynamic manipulation task using contact-implicit

MPC. While pick-and-place using rigid grasps significantly simplifies manipulation by eliminating

the need for object state estimation once a grasp is achieved, it only represents a small fraction

of the manipulation skills employed by humans. Contact-rich manipulation refers to the class of
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manipulation skills where contact is an integral component. In this section we discuss relevant

literature for contact-rich manipulation, beginning with the simplest non-prehensile manipulation

skills and slowly adding complexity. We also organize this section by first discussing methods that

utilize tailored models and controllers and finally finish by discussing contact-implicit methods,

where the contact mode sequence is not specified a priori, enabling improved generalization to new

tasks.

2.3.1. Non-Prehensile Manipulation

Non-prehensile manipulation expands the capabilities of robot manipulators by removing the re-

quirement of establishing a rigid grasp. A motivating example is the waiter task, where one or

multiple objects are balanced on top of a tray and transported without requiring the objects to be

rigidly fixed. Many renditions of this task have been performed. Subburaman et al. (2023) included

a residual tilt angle at the end effector to reduce sliding. Brei et al. (2024) leveraged reachability

analysis to generate provable motions where the object will not slide despite model uncertainty.

(Heins and Schoellig, 2023) included strict non-sliding constraints to MPC to reactively plan tra-

jectories while keeping the objects upright. However, only considering sticking contact is limiting,

as sliding contact is an essential component to basic manipulation skills such as pushing.

Sliding or frictional contact is notoriously difficult to model. Even in simple systems such as those

in planar pushing (Mason, 1986), dedicated methods are used to predict frictional interactions

(Bauza et al., 2018). Also for planar systems, Chavan-Dafle et al. (2020) demonstrated in-grasp

repositioning using external contacts via motion cones, and simultaneous estimation Doshi et al.

(2022) (Taylor et al., 2023) of the boundary between sticking and sliding contact has been demon-

strated as well.

While quasi-static models are sufficient for many pushing and pivoting tasks, sliding contact is

also relevant to dynamic manipulation (Mason and Lynch, 1993). For example, Shi et al. (2017)

demonstrated in-hand sliding for repositioning, regulating both inertial and contact forces. Similarly,

Hou et al. (2020) demonstrated in-hand pivoting, robustly switching between two control strategies

for sliding and sticking.
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2.3.2. Contact-Implicit Methods

The methods introduced to this point leveraged models and controllers tailored to the specific task

being performed, with an explicit control strategy for each contact mode. However, this approach

is not scalable to the vast variety of manipulation tasks. For this reason, roboticists have turned to

contact-implicit (Posa et al., 2014) methods for a single control framework that can reason across

contact modes.

Although it enables a diverse set of manipulation tasks to be accomplished using the same framework

(Cheng et al., 2022, 2023) or planning with global perspective (Graesdal et al., 2024), the additional

complexity conflicts with real-time requirements. However, recent advancements have resulting in

multiple contact-implicit methods fast enough for reactive control. These methods leverage diverse

strategies ranging from offline gradients about a reference trajectory (Le Cleac’h et al., 2024), lo-

cal gradients about a sampled trajectory (Howell et al., 2022a) (Kurtz et al., 2023), or iterative

steps with non-physical constraints (Aydinoglu et al., 2024). The differences in the strategies and

evaluation examples result in limited understanding of the fundamental limitations of the methods.
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CHAPTER 3

Background

In this chapter, we provide the mathematical background for the control of legged robots and robot

manipulators; commonly used symbols are listed in Table 3.1. First, in Section 3.1, we discuss how

we model our robots as rigid body systems. We give an overview of the manipulator equations

and how contacts impose constraints on the dynamics. Next, in Section 3.2, we discuss how the

continuous dynamics for different contact modes are connected across contact transitions through

rigid impacts. Section 3.3 details the hierarchical control strategy we use throughout this thesis.

Finally, in Section 3.4 we discuss how we utilize simulation for controller design.

q system configuration
v system velocity
x system state
u system input
λc contact force
λh constraint force
Jλ(q) contact Jacobian
Jh(q) constraint Jacobian
M(q) mass/inertia matrix
x− pre-impact state
x+ post-impact state
R(q) impact reset map
Λ contact/constraint impulse
y task-space position

ψ(q) task-space kinematics function
ϕ(q) signed distance between bodies
nq number of configuration variables
nv number of velocity variables
nx number of state variables
nu number of input variables
nc number of contact forces
nh number of constraint forces
µ friction coefficient

Table 3.1: Commonly used symbols for rigid body dynamics with contacts.
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3.1. Modeling of Rigid Body Systems

Legged robots, robot arms, and objects studied in this thesis can be well represented as trees of rigid

linkages. The configuration q, or position of all parts of the robot, can be minimally described by the

displacement of the joints between the linkages. In addition, the robots and objects are generally not

constrained in how they move in their environment, and thus the configuration also includes floating-

base degrees of freedom. To use the 3D compliant bipedal robot, Cassie, as an example, its configura-

tion is composed of the floating-base position of its pelvis qfb = [qqw, qqx, qqy, qqz, qx, qy, qz]
2 expressed

in the world frame along with the joint positions qlegL = [qrollL , qyawL , qpitchL
, qkneeL , qankleL , qtoeL ],

where we use the subscript ()L and ()R to denote the left and right legs respectively. The full

configuration of Cassie is expressed as q = [qfb, qlegL , qlegR ].

As another example, the configuration of the system containing a robot manipulator and object

explored in Chapter 5, can be fully described as q = [qarm, qobject], where qarm contains only the

joint angles of the arm as its base is rigidly anchored to the world and qobject = qfb contains only

its floating-base degrees of freedom because it has no articulation degrees of freedom.

3.1.1. System State

In this thesis, we use the minimal set of coordinates to describe the state of our robotic system.

The state x = [q, v] is comprised of the system configuration variables q ∈ Rnq and the system

velocities v ∈ Rnv . The floating-base velocities are expressed as vfb = [qwx, qwy, qwz, qvx, qvy, qvz],

where qwx, qwy, qwz are the angular velocities about the world x, y, and z axes respectively and

qvx, qvy, qvz are the translational velocities also expressed in the world frame.

Because we use quaternions when representing 3D orientations, the time derivatives of the positions,

q̇, are related to the velocities, v, by the map N(q) ∈ Rnq×nv ,

q̇ = N(q)v. (3.1)

2We use the following notation for quaternions. qqw represents the real component of the quaternion and
qqx, qqy, qqz are the imaginary components of the quaternion, all expressed in the world frame. qx, qy, qz is the
position of the floating base also expressed in the world frame.

10



3.1.2. Continuous Dynamics: The Manipulator Equation

The dynamics of rigid body systems can be derived through the Euler-Lagrange equation and

expressed in the following form known as the manipulator equation

M(q)v̇ + C(q, v) = Bu+ Jλ(q)
Tλ, (3.2)

where M(q) ∈ Rnv×nv is the mass matrix, C(q, v) ∈ Rnv represents the Coriolis, centrifugal forces

and gravitational forces, B is the selection matrix that maps actuation inputs u ∈ nu to generalized

forces, and Jλ(q) ∈ Rnc×nv is the Jacobian that maps external contact forces to generalized forces.

3.1.3. Contact Constraints for Continuous Dynamics

In the case of legged robots, we frequently wish to describe motions for when the contacting foot

does not move relative to the environment, which is described as a constraint, specifically the no-slip

constraint.

As implied by the name, this restricts or constrains the possible space of dynamics of the robot.

Mathematically, we can express the position of the foot pfoot using a purely kinematic function

pfoot = ϕ(q). Differentiating with respect to time, ṗfoot = ∂ϕ
∂q

dq
dt , we arrive at ṗfoot = Jλv, where

Jλ = ∂ϕ
∂q .

Mathematically, this can be represented through a more minimal set of coordinates: those without

the constrained degrees of freedom. However, for flexibility, in this thesis we choose to leave the

general manipulator dynamics unchanged and instead include the no-slip constraint as a constraint

on the system acceleration as

Jλv̇ + J̇λv = 0, (3.3)

which is derived from differentiating ṗfoot with respect to time and constraining it to 0.
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3.2. Rigid Contacts and Impacts

We model the complex deformations and surface forces that occur when a robot makes contact

with other objects or the environment using a rigid-body contact model. This contact model does

not allow deformations; instead, impacts are resolved instantaneously. Therefore, the configuration

remains constant over the impact event, all forces except for the contact forces are considered

negligible, and the velocities change instantaneously according to the contact impulse Λ:

M(v+ − v−) = JT
λ Λ, (3.4)

where v− and v+ are the pre- and post-impact velocities respectively, Jλ is the Jacobian for the

active constraints of the new contact mode, and Λ is the impulse sustained over the impact event.

If we include the no-slip constraint that the new stance foot does not move once in contact with

the ground (purely inelastic collision and no-slip condition),

Jλv
+ = 0, (3.5)

Λ can be solved for explicitly, determining the post-impact state x+ purely as a function of the

pre-impact state x−:

 I −M−1JT
λ

Jλ 0


v+
Λ

 =

v−
0

 , (3.6)

which can be simplified to

q+ = q−, (3.7)

v+ = (I −M−1JT
λ (JλM

−1JT
λ )

−1Jλ)v
−. (3.8)
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For conciseness, we define the mapping from pre-impact states to pose-impacts states using the

state reset map R:

x+ = R(x−). (3.9)

This reset map is commonly enforced as a constraint between hybrid modes separated by an impact

event when modeling the hybrid dynamics of legged robots (Westervelt et al., 2003) (Reher and Ames,

2021) (Li and Wensing, 2020).

3.3. Control Hierarchy: High Level and Low Level Control

For the complex robotic systems explored in this thesis, abstractions are utilized to tractably control

these systems. A common abstraction is separating the control problem into two parts: high-level

planning over a larger set of decisions, and low-level local instantaneous feedback to stabilize the

high-level plans.

3.3.1. Trajectory Optimization, MPC, and Templates

High-level planners are tasked with reasoning over a more global or broader perspective of the

system, often requiring reasoning over a larger set of decision variables. This increased scope can

take on many forms. For example, we may consider a longer perspective in time, reasoning about

not only how to choose the current action, but also how to choose the next sequence of actions,

taking into account future states. Another increase in scope could be consideration of other objects

and obstacles in the environment.

Computing motion plans by reasoning over future actions is a common problem in robotics. While

motions exist as continuous trajectories in time, we typically parameterize the trajectories as a

discrete set of decision variables by discretizing in time, including the costs and constraints. This
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enables us to formulate a general optimization problem:

min
z

J(xN ) +

N∑
k=0

J(xk, uk, h) (3.10)

s.t. xk+1 = f(xk, uk, h) (3.11)

g(xk, uk) ≥ 0, (3.12)

where z = [x0, u0, x1, u1, ..., xN , uN , h] is the vector of decision variables, xk+1 = f(xk, uk, h) is the

dynamics constraint imposed as each break point k, also commonly referred to as a knot point, and

h is the timestep in between knot points. g(xk, uk) represent additional constraints on the motion

such as kinematic or actuator limits or restrictions used to define specific motions.

Note, the above formulation only considers a single contact mode. Formulating trajectory optimiza-

tion for hybrid systems across multiple contact modes can be constructed by combining multiple

trajectory optimization problems, each with its own set of dynamic constraints.

min
z0,...,zM

M∑
j=0

J(zj) (3.13)

s.t. xjk+1 = f j(xk, uk, h) (3.14)

gj(xk, uk) ≥ 0 (3.15)

xj0 = R(xj−1
N ). (3.16)

We impose the rigid reset map (3.9) to ensure consistency between the optimization problems

across the contact mode transitions. Variations of this problem include introducing additional vari-

ables to improve accuracy (Posa et al., 2016) or augmenting the problem to optimize for robustness

(Drnach and Zhao, 2021) (Dai and Tedrake, 2012) (Green et al., 2020). Given the added complex-

ity, these hybrid trajectory optimization problems cannot be solved quickly and typically require

high quality initial guesses.

14



Beyond generating offline plans, trajectory optimization can also be used to synthesize online,

also known as real-time, controllers and typically referred to as model predictive control (MPC).

In order to make these problems tractable to solve online, the problem is simplified by utilizing

reduced order models (Chen and Posa, 2020) (Bledt and Kim, 2019) (Chignoli et al., 2022) and

often leverage linearization in order to transcribe it as a quadratic program (QP), a class of convex

optimization problems with dedicated fast solvers.

Both trajectory optimization and MPC formulations require dynamics constraints (3.11) that are

defined specific to a single contact mode, which requires that the contact mode sequence is specified a

priori. This requirement of pre-specifying the contact mode sequence can be limiting when reasoning

about systems with many potential contacts and knowing the optimal contact sequence is not

obvious. Thus, allowing the contact sequence to be directly optimized over is a desirable property.

Trajectory optimization formulations where the contact mode is implicitly defined by the dynamics

constraints, and therefore does not need to be specified, is termed contact-implicit optimization

(Posa et al., 2014). Formulations with this property are typically even more difficult to solve;

however, recent work have generated formulation that are tractable to solve as real-time MPC

(Kurtz et al., 2023) (Le Cleac’h et al., 2024) (Aydinoglu et al., 2024) (Shirai et al., 2024).

An alternative to optimal control is to utilize carefully chosen reduced order models or more formally

known as templates (Full and Koditschek, 1999). These reduced order models aim to capture the

essential underlying dynamics and are amenable to rigorous numerical or analytical stability anal-

ysis (Koditschek and Buehler, 1991) (Holmes et al., 2006). Canonical examples for legged robots

include the linear inverted pendulum (LIP) (Kajita et al., 2001) or spring-loaded inverted pendulum

(SLIP) (Poulakakis and Grizzle, 2009), with well studied regulation strategies (Raibert et al., 1984)

(Seyfarth et al., 2003).

3.3.2. Operational Space Control

High-level plans often cannot be computed quickly enough to stabilize the systems. For this reason,

we utilize low-level controllers that compute actions at high frequencies to stabilize and track the

plans sent by the high-level planners. In contrast with high-level planners, low-level controllers
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only reason about the current timestep. The objective of low-level controllers is to compute the

instantaneous actuation forces u, typically in the form of motor torques, that best achieve the de-

sired accelerations or forces. We use an operational space controller (OSC) as the low-level tracking

controller for both Cassie and the Franka Panda. An OSC is a model-based inverse dynamics con-

troller that tracks a set of task space accelerations by solving for dynamically consistent control

inputs, contact forces, and generalized accelerations (Wensing and Orin, 2013) (Sentis and Khatib,

2005). The formulation using task space outputs is general, meaning joint-space inverse dynamics

controllers (Gong and Grizzle, 2022) (Reher and Ames, 2021) and impedance control (Hogan, 1985)

can be expressed in this formulation. We define an output y as a kinematic function of the robot

configurations, meaning y = ϕ(q). We can then compute time derivative of the output by differen-

tiating with respect to time as ẏ = Jy(q)v, where Jy(q) = ∂ϕ
∂q . The objective is to track a desired

output reference trajectory y, which is achieved through proportional and derivative feedback in the

output space. Specifically, we compute the commanded output acceleration ÿcmd, which is calculated

from the feedforward reference accelerations ÿdes with proportional and derivative feedback:

ÿcmd = ÿdes +Kp(ydes − y) +Kd(ẏdes − ẏ), (3.17)

where Kp and Kd are feedback gains on the output space position and velocity error respectively.

The computed commanded output acceleration is not guaranteed to be dynamically feasible to

achieve, so the objective of the OSC is then to minimize the difference between the achievable

instantaneous output accelerations ÿ given by:

ÿ = J̇yv + Jyv̇,

and the commanded output acceleration ÿcmd.
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This objective can be formulated as a quadratic program (QP):

min
u,λ,v̇

N∑
i

∥∥˜̈yi∥∥Wi
+ ∥u∥2Wu

+ ∥v̇∥2Wacc
+
∥∥∥λ̃∥∥∥2

Wλ

(3.18)

s.t. Mv̇ + C = g +Bu+ JT
λ λ (3.19)

Jhv̇ + J̇hv = 0 (3.20)

Jλv̇ + J̇λv = 0 (3.21)

|λx| ≤ µλz (3.22)

|λy| ≤ µλz (3.23)

λn ≥ 0, (3.24)

umin ≤ u ≤ umax (3.25)

where i denotes the particular output being tracked (e.g., center of mass or foot position) and Wi are

corresponding weights on tracking that output. The QP seeks to minimize the acceleration tracking

error, ˜̈yi = ÿicmd
− ÿi and optionally the feedforward force, λ̃ = λ−λdes, for the weighted sum across

all tracking objectives. Additional regularization costs can be added to avoid non-unique solutions

if the problem is underspecified. (3.19) is the dynamics constraint, where Jλ is the Jacobian for

the active contact constraints for the current mode, and λ are the corresponding constraint forces.

(3.20) enforces the satisfaction of holonomic constraints such as the four-bar linkage on Cassie,

where Jh is the Jacobian for the holonomic constraints. Similarly, (3.21) enforces that the points

in contact cannot move. Additional constraints on the points in contact include that the contact

forces remain in the friction cone (3.22), (3.23), and (3.24). Here, λz is the normal component of the

contact force and λx, λy are the tangential components expressed in the robot frame. Wu, Wacc, and

Wλ are general regularization weights on the decision variables, specifically the inputs, generalized

accelerations, and contact forces respectively.

Note, this is the most general formulation that we consider, and some costs and constraints may be

omitted depending on the relevant dynamics of the robot. For example, we do not consider friction
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cone constraints, nor are there any holonomic constraints for the Franka Panda. For Cassie, we do

not give references for the force variables; i.e. λdes = 0. The QP can be solved quickly (>1000 Hz)

on modern CPUs for both Cassie and the Franka Panda.

3.3.3. Contact Modes Transitions

Section 3.3.1 details methods for generating motion plans across a sequence of contact modes and

Section 3.3.2 is a low-level tracking controller with the capability of tracking those motion plans for

a specified contact mode. When the contact mode changes, the constraints Eqs. (3.19) to (3.21),

(3.23) and (3.24) and tracking objectives (3.18) must be updated according to the active contact

mode. For example, the friction cone constraints are only imposed for tracking Cassie’s center of

mass may be reasonable for a balancing controller, but there is no control authority over the center

of mass when Cassie is in flight.

An intuitive solution would be to use the contact mode timings chosen by the motion planner.

However, due to error from force perturbations, environment uncertainty, or simply tracking error

the impact timing on the real system can deviate from the planned timings. In these situations,

the active tracking objectives and constraints may be invalid and thus the low-level tracking con-

troller may command suboptimal control actions that destabilize the system. Thus accurately fast

contact mode detection (Bledt et al., 2018b) combined with reactive planning (Jeon et al., 2022) is

important for mitigating these situations.

3.4. Simulation for Controller Design

Running experiments on the physical robot hardware is costly in terms of time as well as wear

on physical components, which is particularly likely given the dynamic motions explored in this

thesis. Beyond just reducing risk of damaging the robot, simulators can be a useful tool for prin-

cipled controller design. Simulators are useful because they can be configured to start from any

initial condition and provide ground-truth state information. Consistent initial conditions enable re-

peatable and scalable evaluation, which crucially provides consistent signals when tuning controller

parameters. Ground-truth state information is useful because it eliminates uncertainty. This section

details how we configure simulators to provide relevant signals for controller development and how
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we design our controller architecture for seamless sim-to-real deployment. Note, this section does

not discuss the use of simulation as part of a controller (Howell et al., 2022a; Kurtz et al., 2023).

3.4.1. Simulator Selection

There are many popular robotics simulators (Coumans, 2015; Makoviychuk et al., 2021; Todorov et al.,

2012; Tedrake and the Drake Development Team, 2019). When choosing between simulators, im-

portant considerations include whether the simulator can simulate the necessary components for

the particular application and the fidelity and performance of that simulation.

At their core, all robotics simulators are capable of simulating smooth rigid body dynamics through

the implementation of the standard rigid body dynamics algorithms (Featherstone, 2014). Beyond

integration accuracy, where differences are negligible for small timesteps, robotics simulators produce

identical results for simulating smooth rigid body dynamics. However, robotics simulators can also

support simulation of more complex kinematic mechanisms such as closed-loop constraints as well as

various force or visual sensors. The need to model these components can exclude many simulators,

as these features are not universally available.

Another important consideration when selecting simulators, especially in the context of robots

interacting with their environment, is the choice of contact model. While the algorithms for smooth

dynamics is consistent across robotics simulators, the choice of contact model to simulate the stiff

contact dynamics can differ greatly. Simulators approximate the complex deformations using rigid

body assumptions to improve computational performance. Truly rigid time-stepping contact models

(Stewart and Trinkle, 2000) suffer from stiff numerics and do not capture the near-rigid nature of

actual contact physics. Instead, simulators have opted for “soft" contact models justified by the

above fact. However, these “soft" contact models take on many forms and thus are responsible for

the primary differences in physics across simulators. Empirically (Acosta et al., 2022), both MuJoco

and the TAMSI solver in Drake perform better than Bullet when capturing impact physics. For

simulating frictional contacts, empirically we observe significant artifacts in MuJoCo such skipping

effects when objects slide relative to each other at high speeds.
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Finally, an overlooked simulation parameter for time-stepping simulators is the discretization timestep.

While large timesteps reduce the computation burden, large timesteps can easily result in non-

physical behavior such as the penetration of thin objects. However, even in non-pathological

examples, large timesteps behave poorly with the regularized contact models, which leverage an

assumption of small timesteps to mitigate these non-physical behaviors (Anitescu and Potra, 1997).

Of the simulators discussed above and as of 2024, both Drake and MuJoCo utilize regularized con-

tact models and thus are subject to these artifacts. In practice, we found a timestep of 1ms to be

short enough capture the complex contact interactions presented in this thesis, while being large

enough to enable real-time simulation.

3.4.2. Reflected Inertia

Typical commercial motors operate at low torques and high speeds compared to the high torques

and relatively low speeds of legged robots and robot manipulators. For this reason, transmissions

are used to alter the operating regimes. It is convenient from a modeling perspective to ignore the

details of these transmissions as instead only consider the effective motor torque and speed at the

output shaft. However, an often oversight is that the motor rotors themselves have inertia. Despite

having relatively small actual inertias3, the effective inertias of the rotors are non-negligible when

viewed from the motor output shaft due to being mapped through the transmission. We use an

approximation of the reflected inertia (Featherstone, 2014), which adds inertia contributions from

the actuator rotor inertias directly to the corresponding diagonal terms of the mass matrix M(q).

Specifically we modify M(q) at indices (ii) to be:

Mii =Mii + IRI,i (3.26)

IRI,i = ρ2i Irotor,i, (3.27)

where i are the indices of the actuated joints, IRI,i is the approximate reflected inertia, ρi is the

gear ratio of the actuator transmission, and Irotor,i is the true rotor inertia of the actuator. The
3The hip roll and yaw motors on Cassie have rotor inertias of 61 kgmm2 and the hip pitch and knee motors

have rotor inertias of 365 kgmm2. Source: https://github.com/agilityrobotics/cassie-doc/wiki/Abduction-and-Yaw-
Motors.
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magnitude of IRI,i relative to Mii for the actuated joints for both Cassie and the Franka Panda are

listed in Table 3.2.

Table 3.2: Magnitude of reflected inertia compared to nominal values of specific elements of inertia
matrix for Cassie and Franka. The reported inertia values are the diagonal elements of the inertia
matrix corresponding to the actuated joints. The values of Mii vary depending on the robot’s
configuration, while the values of IRI,i are fixed.

Robot Joint Name Nominal Inertia Mii (kgm2) Reflected Inertia IRI,i (kgm2)

Cassie Hip Roll 0.664288 0.038125
Hip Yaw 0.200439 0.038125
Hip Pitch 0.548562 0.09344
Knee 0.425824 0.09344
Toe 0.00131458 0.01225

Franka Joint 1 1.97368 0.605721
Joint 2 0.817381 0.605721
Joint 3 1.18889 0.462474
Joint 4 0.844164 0.462474
Joint 5 0.0251923 0.205544
Joint 6 0.0264068 0.205544
Joint 7 0.00181802 0.205544

3.4.3. Actuator Models

Another consideration for modeling actuators in simulation are actuation limits. Actuator limits

are typically imposed as constant limits |u| ≤ umax, where umax is set to the peak torques able to

be achieved by the motors. In reality, the actual torque able to provided by the motors is also a

function of the motor speeds. In slow quasi-static applications when the motors are moving slowly,

this dependency is inactive and thus the constant limits are sufficient. However, when operating

at faster speeds such as the running controller for Cassie, the torque-speed curve imposes relevant

restrictions on the actual torque that can be achieved. To ensure we accurately account for this

effect in our controllers when evaluating in simulation, we process the commanded control inputs

through actuator model that acts as a filter:

usat = clip(u,−ulimit, ulimit)

ulimit = 2umax(1−
|v|
vmax

),
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where u is the commanded torque and usat is the actual torque sent to the simulated actuator.

umax is the peak torque and v and vmax are the current and max motor speeds respectively. While

we could impose this torque-speed curve in our controllers, velocity measurements are occasionally

unreliable and we found that avoiding these regimes altogether through controller design was more

effective.

Another important consideration in actuator dynamics is the time delay between when sending a

torque command and realizing that torque at the actuator. The time delay can be attributed to

communication delay and also the time constant of the lowest level motor controllers. While there

can be slight variations in both the communication delay as well as time constants, we model this

delay in simulation as a constant time delay. From empirical measurements, we apply a delay of

6ms in our Cassie simulation when tuning for the closed loop performance.

3.4.4. Architecture Decisions for Sim-to-Real

Figure 3.1: The translation layers are used to enable the simulated and physical robot to use the
same communication abstraction, even across robot platforms.

We implement our controllers on two physical robots, the Cassie bipedal robot and the Franka

Panda. Despite the differences in morphology, we control both robots using the OSC formulation

described in Section 5.5.4, albeit with different models and constraints. To facilitate this, we in-

troduce a communication abstraction, where the robot system takes in actuator torque commands

u and outputs its measured state x. Furthermore, we implement translation layers to handle dif-

ferences in the provided API, message type, and communication protocol. This enables a common

control interface not only across robot platforms, but also between the simulated and physical robot
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as illustrated in Fig. 3.1.

We use the inter-process communication framework, LCM (Huang et al., 2010), to separate all sub-

components of our controller stacks. The comprehensive list of subcomponents in our controller

stack that we separate into separate processes are the state estimator, safety filter, low-level con-

troller, high-level planner, simulator or real robot, and visualization. A key benefit of this separation

is the ability to swap subcomponents such as the simulator or controller without needing to modify

others. Including the visualization as a separate process allows for visualizing the estimated state

of the real system through the same process for visualizing the simulated system.

Another key benefit is the ability to asynchronously run the controller and the simulator, which

mimics the asynchronous nature of the real system and the controller. This is critical when designing

controller frameworks for dynamic motions as delays, whether they are physical or digital, are a

significant component of the closed-loop dynamics of the overall system. This modular approach

ensures consistency when transferring from simulation to the real system; limiting the sim-to-real

gap to solely a discrete number of modeling choices in the simulator.
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CHAPTER 4

Impact-Invariant Control

Parts of this chapter were previously published as parts of William Yang and Michael Posa. Impact-

Invariant Control with Applications to Bipedal Locomotion. In IEEE/RSJ: International Confer-

ence on Intelligent Robots and Systems (IROS), Prague, Czech Republic, 2021.

URL https://ieeexplore.ieee.org/abstract/document/9636094

In this chapter, we focus on the relevant uncertainties at an impact event. When a robot’s foot

makes contact with the world, the foot is brought quickly to a stop by a large contact impulse. Large

contact forces and rapidly changing velocities hinders accurate state estimation. Coupled with the

relatively poor predictive performance of our contact models (Halm and Posa, 2019; Fazeli et al.,

2020; Remy, 2017), this combination of large state uncertainty and poor models makes control

especially difficult. We argue that these uncertainties are impractical to overcome and instead we

propose a general control framework that projects the tracking objectives down to a subspace where

they are invariant to the impact event and therefore robust to just these uncertainties.

This chapter is ordered as follows. Section 4.1 introduces the robot models for the planar biped,

Rabbit, and the 3D bipedal robot, Cassie. Section 4.2 introduces the concept of the impact-invariant

subspace and how to apply it as a general modification to feedback control. Section 4.3 covers the

metrics and baselines we use to evaluate our method, and the implementation details of the various

controllers and results are reported in Sections 4.4 to 4.6. We conclude this chapter in Section 4.7

with a discussion about future directions.

4.1. Robot Models

We consider two legged robots, the five-link planar biped Rabbit (Chevallereau et al., 2003) and

the 3D compliant bipedal robot Cassie shown in Fig. 4.2, to ground impact-invariant control in

concrete applications. Both legged robots are modeled using conventional floating-base Lagrangian

rigid-body dynamics.
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Figure 4.1: Cassie is able to execute agile motions with non-negligible impacts like jumping (top),
box jumping (bottom-left), and running (bottom-right) using impact-invariant control.

Rabbit has 7 degrees of freedom with 4 degrees of actuation while Cassie has 22 degrees of freedom

with 10 degrees of actuation. Cassie has 4 physical leaf springs located at its ankle and knee joints.

In our controllers, we treat these springs as rigid, reducing our controller model to 18 degrees of

freedom. However when evaluating our results in simulation, we do include the springs, modeling

them as torsional springs located directly at the ankle and knee joints.

4.2. Impact Invariance

In this section, we present the key ideas of this work. In Section 4.2.1, we explain the common

challenges that arise when applying feedback during impacts. We then propose a solution in Section

4.2.2, which also introduces the concept of the impact-invariant subspace. In Section 4.2.3 and

Section 4.2.4, we explain the practical details of how to implement the subspace in the context of an

operational space controller. Finally, in Section 4.2.5 we derive our formulation for impact-invariant

control from the perspective of robust optimal control.
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Figure 4.2: We use both the planar biped Rabbit (left) and the 3D compliant bipedal robot Cassie
(right) as concrete examples to highlight the advantages of impact-invariant control.

4.2.1. Challenges of Control During Impacts

To motivate the concept of the impact-invariant subspace, we begin by highlighting and describing

the difficulties of applying feedback control during an impact event. For the sake of simplicity, we

consider a feedback controller with constant feedback gains that controls an output y : Rnq → Rny

to track a time-varying trajectory ydes(t) : [0,∞) → Rny by driving the tracking error ỹ(t) =

ydes(t)− y(t) to zero. This is commonly accomplished with control law u = uff + ufb where uff is

the feedforward controller effort required to follow the reference acceleration ÿdes and ufb is the PD

feedback component given by:

ufb(t) = Kpỹ(t) +Kd
˙̃y(t). (4.1)

The reference trajectory ẏdes(t) for systems that make contact with their environment has discon-

tinuities at the impact events in order to be dynamically consistent with (3.8). Therefore, in a

short time window around an impact event, there will be a discontinuity in the reference trajectory

ẏdes(t) at the nominal impact time and a near-discontinuity in the actual robot state when the

system ẏ(t) makes contact with the ground as shown in Fig. 4.3. Because the robot configuration
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Figure 4.3: Illustration of a system that undergoes an impact event. The desired velocity plan
correctly includes the discontinuity as predicted by rigid body impact laws and the measured velocity
is being properly regulated to match the desired plan. However, due to the mismatch in impact
time, the velocity error inevitably spikes during the impact event.

is approximately constant over the impact event, the change in controller effort is governed by the

change in velocity error:

∆u ≈ Kd∆(ẏdes − ẏ), (4.2)

thus any mismatches in impact timing will unavoidably result in spikes in the feedback error signal,

which has been similarly noted in (Rijnen et al., 2017).

Remark 1. The previous example assumes the jump in the reference trajectory is time-based. Al-

though it is possible to formulate trajectories with event-triggered jumps, these methods require detec-

tion, which for state-of-the-art methods still have delays of 4-5 ms (Bledt et al., 2018a). Moreover,

in reality, impacts are not resolved instantaneously but rather over several milliseconds to tens of

milliseconds. In this time span, it is not clear which reference trajectory to use, as using either

trajectory will output a large tracking error.

Note that a large tracking error, shown in Fig. 4.3, results from only a small difference in impact

timing, yet the controller will respond to the large velocity error and introduce controller-induced

disturbances. Furthermore, this sensitivity to the impact event is amplified by the large contact

forces that impair state estimation and result in likely inaccurate velocity measurements due to
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necessary filtering.

The key challenges of applying feedback during impacts can thus be summarized as: impacts are

brief moments of high uncertainty where our references are poorly defined and our measurements

are inaccurate.

(a) Generalized velocities for a pe-
riodic walking trajectory for a pla-
nar five-link biped.

(b) Generalized velocities pro-
jected to the impact-invariant
space

(c) Comparison of tracking errors
in the two spaces

Figure 4.4: The velocities are shown for a periodic symmetric walking trajectory (a) for a planar
five-link biped. Because the trajectory is constructed to be symmetric, only half of the gait is shown
without loss of information. The instantaneous jump in velocities is due to an impact event when
the right foot makes contact with the ground. The darker shade indicates the nominal trajectory
while the lighter shade is an example of actual velocities when tracking to the nominal trajectory.
Despite the qualitatively “good" tracking of the velocities, the error near the impact event still
exhibits a sharp jump (c) due to the discontinuity from impact. The same velocities projected to
the impact-invariant subspace (b), do not have experience this discontinuity and therefore results
in a much smaller tracking error, which is a better reflection of the actual system tracking.

4.2.2. Impact-Invariant Subspace

The key insight in resolving the problem of control during impacts is inspired by (Gong and Grizzle,

2022), in which Gong and Grizzle delineate desirable properties of angular momentum about the

contact point. They highlight that it is invariant over impacts on flat ground, meaning that it is

continuous over the impact event despite it being a function of velocity.

The concept of an impact-invariant subspace is a generalization of this property. We observe that

there is a space of velocities that, like angular momentum about the contact point, are continuous

through impacts for any contact impulse. By switching to track only these outputs in a small time
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window around anticipated impacts, we avoid controller-induced disturbances from uncertainty in

the impact event. While angular momentum is in R3 or R2 for planar systems such as Rabbit, the

impact-invariant subspace is in Rnv−nc , where nv is the dimension of generalized velocities and nc is

the dimension of the contact impulse of the impact event. For Rabbit walking, this space is in R7−2.

For Cassie, each foot on the ground imposes a contact constraint of dimension 5 and the four bar

linkage on each leg provides a distance constraint of dimension 1 that is always active 4. Therefore

the impact-invariant subspace is in R18−7 for impacts with a single foot (walking, running) and is

in R18−12 for impacts with both feet (jumping). The implication of the impact-invariant subspace

is a space that provides full robustness to uncertainty caused by impacts, while minimally reducing

control authority. This results in better tracking which is important for precise dynamic motions.

The impact-invariant subspace is defined as the nullspace of (M−1JT
λ )

T or left nullspace (Strang,

2022) of M−1JT
λ , where Jλ again is the Jacobian for the active constraints. Thus a basis P (q) ∈

R(nv−nc)×nq for this nullspace is such that:

PM−1JT
λ Λ = 0. (4.3)

The velocities during the impact event can be described as v = v− + M−1JT
λ Λ, where here Λ

represents the contact impulse experienced thus far. The velocity during impact in this basis

remains the same as the pre-impact velocity, Pv = P (v− + M−1JT
λ Λ) = P (v−), which is the

intended effect. That is, for any contact impulse Λ, the velocities in the impact-invariant subspace

are unchanged. To project the generalized velocities down to the impact-invariant subspace, we can

create an orthonormal projection matrix Q(q) ∈ Rnv×nv = P TP . In practice, we can compute this

projection matrix as Q = I−M−1JT
λ (JλM

−TM−1JT
λ )JλM

−T , which we use to define the projected

velocity error as Q(vdes − v).

Let’s consider a concrete example of how the impact-invariant subspace can be applied to control

of a legged robot using a walking gait of a simulated five-link biped. We solve a hybrid trajectory
4We model Cassie’s feet as two point contacts on the same rigid body, with each point imposing a constraint of

dimension 3. One dimension is redundant, thus resulting in an overall active contact constraint dimension of 5.

29



optimization problem (Posa et al., 2016) to generate a periodic walking gait for the planar biped

that satisfies the rigid body impact law (3.9). The generalized velocities for half of gait are shown

in Fig. 4.4a, where the jump in velocities is a result from the right foot of the robot making impact

with the ground. As noted in the figure caption, the darker shade indicates the nominal or target

velocities, while the lighter shade indicates an example of velocities the robot may experience when

tracking to the nominal trajectory. For these same velocities, we can compute and apply the

impact-invariant projection to arrive at the projected velocities shown in Fig. 4.4b. An important

observation of the projected velocities is that they are now continuous over the impact event, which

eliminates the large spike in tracking error that was a result of tracking a discontinuous signal as

shown in Fig. 4.4c. Notice, although every degree of freedom experiences a jump in its velocities

at the impact event, the projected velocities not zero. In fact, the original and projected velocities

of the left knee joint are remarkably similar, which can be intuitively understood by the fact that

forces that left knee is only distantly connected to forces that enter through the right foot according

to the kinematic tree. In contrast, the projected velocities of the right knee joint are practically

zero.

Similarly, to illustrate the benefit on a physical robot, the joint velocities for Cassie executing a

jumping motion right when it lands across 8 experiments are shown in Fig. 4.5. Details of the

jumping controller and experiments are given in Section 4.5. Observe that the projected joint

velocities are significantly smoother than the original joint velocities.

4.2.3. Implementation for Task Space Tracking

The objective of impact-invariant control is to apply control on the subspace where the changes in

the velocity introduced via the impact map, M−1JT
λ , do not appear. In practice, we accomplish

this by modifying our controllers to eliminate the component of the velocity error that is within the

subspace spanned by the impact map M−1JT
λ by solving the following optimization problem:

min
λ

∥∥ẏdes − Jy(v +M−1JT
λ λ)

∥∥
2

(4.4)

s.t. Jh(v +M−1JT
λ λ) = 0. (4.5)
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Figure 4.5: Demonstration of the impact-invariant projection on joint velocity data from 8 consec-
utive jumping experiments on the physical Cassie robot. Joint velocities (top) during the landing
event change rapidly. By projecting the same joint velocities to the impact-invariant subspace (bot-
tom), the values are more consistent and more amenable for feedback control. Note, the change in
joint velocities primarily occurs within a time span of only 10 - 20 ms. The L and R subscripts
indicate the left and right leg respectively.

Here, we overload Jy to represent the matrix constructed by stacking the active output space

Jacobians Jy,i∀i. Jh is the Jacobian for the holonomic constraints that are unambiguously active

during impact 5.

This reduces the total error by subtracting a correction term M−1JT
λ λ that by construction is in the

range of M−1JT
λ . We must include the constraint forces for all active constraints, as contact forces

from the impact event will cause corresponding reaction forces, which should still satisfy kinematic

feasibility of the velocities enforced by (4.5). Notice that this optimization problem is an equality

constrained QP, which we are able to solve this in closed form:

λ∗
µ∗

 =

ATA BT

B 0


−1 AT (ẏdes − ẏ)

Jhv

 , (4.6)

5Unambiguously active constraints refer to constraints that are active both before and after the impact event.
For example, the four-bar linkage constraint is always active and for walking with a double stance phase, the contact
constraint for the current stance foot is active both before and after the other foot makes contact. To be explicit, Jh

is a subset of Jλ because Jλ includes all active constraints of the current impact event.
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where A = JyM
−1JT

λ , B = JhM
−1JT

λ , and µ∗ is the Lagrange multiplier for the holonomic con-

straint.

Applying λ∗ back into the OSC formulation, we combine the correction and the measured velocity

to define the projected generalized velocities as:

vproj = v +M−1JT
λ λ

∗. (4.7)

We then define the projected output velocity, ẏproj , and projected output space velocity error, ˙̃yproj ,

as:

ẏproj = Jyvproj (4.8)

˙̃yproj = ẏdes − ẏproj . (4.9)

The constrained least-squares problem (4.4) used to modify any general task-space velocity error to

be impact-invariant is a generalization of the projection matrix Q from (4.3). We show that (4.4)

performs the same modification to the tracking error as Q in Section 4.8. The projected output

space velocity error ˙̃yproj is then used in the OSC feedback law (3.17) to create the impact-invariant

feedback law:

ÿcmd = ÿdes +Kp(ydes − y) +Kd(ẏdes − ẏproj). (4.10)

Stacking the output space Jacobians to construct a single Jy ensures only a single λ∗ is used to

project the tracking error. Note, the derivative gains and weighting matrices defined in (3.17) (3.18)

can intuitively be included when constructing A in (4.6), but in practice we did not find a noticeable

effect from including them.
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Constraints on the Projection

Due to the lack of constraints on λ, the projection impulse is not guaranteed to be physically possible.

λ could be constrained to lie within the friction cone FC. However, upon further examination,

inclusion of these constraints may be undesirable. This is because sensitivity to the impact event

can result from the absence of expected impacts as well - consider the case when the robot makes

contact after the nominal impact time. Constraining λ ∈ FC ∪ −FC is not practical as this

set is non-convex. Although it is possible to formulate this as a binary mixed integer program,

with a integer variable per point contact, solving this problem was considered to require too many

assumptions to justify the additional complexity.

4.2.4. Activating the Projection

The benefit of explicitly computing the error correction M−1JT
λ λ

∗ is that it becomes trivial to

smoothly blend in the projection.

Because impact-invariant control essentially ignores errors in the space of impacts, we should only

use it when we anticipate impacts. In practice, we do this by only activating the projection in a

time window near anticipated impact events. To avoid introducing discontinuities when activating

the projection, we blend in the correction, M−1JT
λ λ

∗ using a blending function α(t) visualized in

Fig. 4.6 constructed using a sigmoid function σ(x) = ex

1+ex .

α(t) =


σ(T−|t−ts|

τ ) ts − 1.5T ≤ t ≤ ts + 1.5T

0 otherwise

(4.11)

where t is the current time, ts is the switching time defined as the nominal impact time of the

reference trajectory, T is the duration of the projection window, and τ is the time constant that

determines the rate of the blending.

We then use α(t) to modify (4.7) to be:

vproj = v + α(t)M−1JT
λ λ

∗. (4.12)
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Figure 4.6: Blending function for the impact-invariant projection for a window T of 50 ms and time
constant τ of 2 ms.

Note our choice for the blending function α(t) is arbitrary; any monotonic continuous function with

a range of [0, 1] can accomplish a similar purpose. Additionally, while α(t) is a function of time, we

can also activate/blend in the impact-invariant projection purely as a function of the robot’s state.

For example, we can use the distance between the foot or end effector and the environment in place

of t− ts.

4.2.5. Robust Optimal Control Perspective

We can view impact-invariant control from the perspective of robust control, which formulates a

min-max optimization problem (Salmon, 1968) that minimizes a control objective with subject to

worst-case disturbances. Our control objective is to minimally perturb our control inputs, ν, as

is commonly done in the control barrier functions (Ames et al., 2019), where we take these inputs

to be an intermediary value: the tracking error of our tracking objectives ν∗ = ẏdes − Jyv, where

ν ∈ Rny . The disturbance is the unknown contact impulse Λ, which causes the measured velocity

v̂ to differ from the true velocity according to v̂ = v +M−1JT
λ Λ. Because we can only measure v̂,

our control input is:

ν = ẏdes − Jy(v +M−1JT
λ Λ). (4.13)

However, since Λ is unknown and potentially quite large, the controller (4.13) is brittle. We formu-

late the following minimally perturbing robust controller, where robustness to arbitrary Λ enters as
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the constraint that the controller must not be sensitive to Λ:

min
ν

max
Λ

∥ν − ν∗∥22 (4.14)

s.t.
∂ν

∂Λ
= 0. (4.15)

If we restrict ν to be a linear function of the estimate ν(v̂) = ẏdes − Jyv̂, we reparameterize ν(v̂) as

ν(v̂) = Q(ẏdes − Jy(v̂)), where Q ∈ Rny×ny . Under this parametrization, the robustness constraint

can be simplified to QJyM−1JT
λ = 0 and we arrive at the following matrix optimization problem:

min
Q

∥(Q− I)(ẏdes − Jyv)∥22

s.t. QJyM
−1JT

λ = 0.

We cannot measure the true velocity v in the expression ẏdes − Jyv, so we instead minimize the

matrix norm induced by the vector 2-norm, which is ∥Q− I∥2 = supẏdes−Jyv ̸=0
∥(Q−I)(ẏdes−Jyv)∥2

∥ẏdes−Jyv∥2
.

Minimizing this matrix norm is a semi-definite program (SDP) (Boyd and Vandenberghe, 2004).

It is not currently feasible to solve this SDP at real-time control rates, so we instead minimize an

upper bound on the robust minimum-perturbation cost. We substitute the 2-norm with a Frobenius

norm and arrive at:

min
Q

∥Q− I∥2F

s.t. QJyM
−1JT

λ = 0, (4.16)

which is equivalent to solving for a projection matrix for the left-nullspace of JyM−1JT
λ , which we

show is equivalent to (4.4) in Section 4.8.1. Thus we have shown that projecting the velocities to

the null-space of the impact map is the optimal linear policy, as formulated by (4.14) (4.15). Note,

in place of using velocity tracking error as our control inputs, we could instead consider the final

control effort, ν = u, as in (Ames et al., 2019), for example. The projection would then depend on

the nominal controller itself, via gains Kd and weights Wi as well as the system dynamics (3.19).
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These scaling terms may slightly modify the solution, but as mentioned in Section 4.2.3, we did not

find a noticeable effect in simulation experiments.

4.3. Experiments and Evaluation

(a) Walk (b) Jump (c) Long jump

(d) Box jump (e) Down jump

Figure 4.7: Reference trajectories generated using full model trajectory optimization.

To showcase the advantages of using the impact-invariant subspace, we apply the aforementioned

projection on the following examples, each organized in the following sections:

• In Section 4.4, we consider, in simulation, a joint-space inverse dynamics walking controller

for the planar five-link biped Rabbit (Chevallereau et al., 2003), we compare impact-invariant

control to a default controller that makes no adjustment near impacts and to a controller that

applies no-derivative feedback near impact.

• In Section 4.5, we formulate an operational space jumping controller for the 3D bipedal robot

Cassie. We consider a basic jump as well as more dynamic jumps such as a long jump, box

jump, and down jump. In simulation, we evaluate the long jump and down jump controllers
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through a parameter study. On hardware, we validate the jump and box jump controllers

with impact-invariant control.

• Section 4.6, we develop an operational space running controller for Cassie, which we evaluate

in simulation and on hardware.

4.3.1. Baseline Comparisons

We include three controllers in our evaluations:

• The default controller is a controller that makes no special considerations with regards to

the impact event other than switching contact modes at the nominal impact time. In other

words, the standard hybrid controller.

• The no derivative feedback controller is a controller that sets all derivative gains to zero

(Kd = 0) in a window before and after the nominal impact time. For proper comparisons, we

use the same window between the no derivative feedback controller and the impact-invariant

controller.

• The impact-invariant projection controller is our proposed method. We blend in the

projection in a window before and after the nominal impact time.

The default and no derivative feedback controllers serve as the baselines for our comparisons.

They represent either side of the extremes, where the default controller is extremely sensitive to un-

certainty in the impact event but relinquishes no control authority, while the no derivative feedback

controller gives up entirely on tracking velocities during impacts but loses significant control au-

thority. Although eliminating derivative feedback near impacts may seem extreme, the intermediate

mode described in (van Steen et al., 2023) is exactly this choice of controller.

4.3.2. Evaluation Metrics

We evaluate the three controllers (default, no derivative feedback, impact-invariant) on three metrics

of decreasing importance: stability, tracking performance, and controller effort.
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In this paper, we define stability as a binary value of whether or not the robot falls when executing

the motion. We consider stability to be the primary metric, as falling for legged robots is often

considered catastrophic failure. Minimizing tracking error is the objective of our controllers as it is

essential for stability, so naturally it is our second most important evaluation metric. However, a key

insight of our method is that there is uncertainty in both our target state and our measured state

during impacts, and thus the standard measure of tracking error, particularly in the velocities, may

not necessarily be a useful metric. For these reasons, we selectively report what we consider are the

relevant tracking errors for each experiment. Finally, for the jumping experiments, the whole body

motion is significantly more sensitive to the initial leap than to the control actions taken during the

impact event when the robot lands. For this reason, tracking error is a poor metric to compare how

the robot performs near the impact event, which is the focus of this paper. Instead, we evaluate

the controller performance using the control efforts taken near the impact event, considering large

controller spikes to be undesirable as those are prone to damaging the robot.

4.4. Five-Link Biped Walking Controller

We showcase the benefits of our method on a joint-space inverse dynamics controller for the planar

five-link biped. This simple system and controller serves as a controlled example to demonstrate

the directional nature of the impact-invariant projection.

4.4.1. Experimental Setup

In simulation, we model our planar five-link biped using the length, mass and, inertia values of

Rabbit specified in (Chevallereau et al., 2003), replicated in Table 4.5 for completeness. The joint-

space controller is tasked with tracking the hip and knee joint angles in both legs for a total of 4

tracking objectives to match the degrees of actuation.

We generate a periodic walking trajectory using trajectory optimization and perturb the swing foot

vertical velocity by 0.1 m/s at the start of the trajectory, which causes the robot to makes contact

approximately 5ms after the nominal impact time.
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Figure 4.8: The joint velocity tracking errors are shown for the impacting leg (left) and the non-
impacting leg (right) for three strategies. The controller that utilizes the impact-invariant projection
is shown to be robust to the mismatch in impact timing as evidenced by lower tracking error
compared to the default controller. The impact-invariant controller is also able to maintain full
control authority over the joints in the non-impacting leg compared to the controller that applies
no derivative feedback in the same window. The time window where no-derivative feedback and the
impact-invariant projection are active is shown in grey.

4.4.2. Results

The tracking errors for the joints in the impacting and non-impacting leg are shown in Fig. 4.8.

The impact-invariant controller is able to achieve the best tracking performance out of the three

controllers for both legs. It has better tracking performance than the default controller for the joint

velocities of the impacting leg. At the same time, it has better tracking performance than the con-

troller with no derivative feedback for the joint velocities of the non-impacting leg by appropriately

regulating the velocities in those joints.

4.5. Cassie Jumping Controller

Next, we evaluate the performance of the impact-invariant projection on a jumping controller for

Cassie. We chose to look at jumping due to the richness of the impact event: the robot cannot

accurately estimate its state (Jeon et al., 2022) when it is in the air and must make impact with

the ground with non-zero velocity.

4.5.1. Controller Formulation

We formulate the jumping controller as a trajectory tracking problem, where the target trajectory

is generated using the full order model and translated to task-space trajectories which are tracked
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by an operational space controller.

Reference Trajectories

The reference jumping trajectories were computed offline by solving a constrained trajectory opti-

mization problem on the full rigid body model of Cassie, excluding the springs. While the springs

are a significant component to the dynamics, we found that including them made solver convergence

extremely difficult.

The various jumping trajectories are distinguished by the constraints imposed:

• The normal jump trajectory was constrained to have the robot pelvis reach an apex height of

0.15 m above its initial starting height and to have both feet reach 15 cm of clearance above

the ground at the apex.

• The long jump trajectory has the feet land 0.7 m ahead of their initial position.

• The box jump trajectory has the feet land on a box that is 0.5 m tall and 0.3 m in front of

the starting configuration.

• The down jump trajectory has the feet land on a platform 0.5 m below and 0.3 m in front of

the starting configuration.

The trajectory optimization problems were transcribed using DIRCON (Posa et al., 2016) and

solved using a combination of IPOPT (Wächter and Biegler, 2006) and SNOPT (Gill et al., 2005).

Traces of the reference trajectories are shown in Fig. 4.7. The same jumping trajectories were used

in both simulation and on the physical robot.

Finite State Machine

We decompose the jumping motion into three states CROUCH, FLIGHT, LAND, and switch be-

tween states at fixed times as computed from the reference trajectories.
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Table 4.1: Tracking objectives for the jumping controller. All values are expressed in the world
frame.

Symbol Description

r ∈ R3 Pelvis position
ψ ∈ SO(3) Pelvis orientation
yL, yR ∈ R3 Foot position relative to pelvis
βL, βR ∈ R Hip yaw angle
ϕL, ϕR ∈ R Toe joint angle

Tracking Objectives

The tracking objectives are listed in Table 4.1. We define tracking objectives such as the foot

and pelvis position relative to other points on the robot to reduce sensitivity to errors in state

estimation. During the CROUCH and LAND states, the active objectives are [r, ψ]. During the

FLIGHT state, the active objectives are [yL, yR, βL, βR, ϕL, ϕR]. The active tracking objectives per

mode are also illustrated in Fig. 4.9. Similar outputs are used in another jumping controller for

Cassie (Xiong and Ames, 2018).

4.5.2. Simulation Results

Timing the switch from the FLIGHT state to the LAND state is critical to stabilize the jump.

Impact-invariant control reduces sensitivity to the impact timing and thus enables a greater margin

of error. To evaluate this effect, for all the jumping motions we perturb the transition time ts

from the nominal switching time by [−0.025s, 0.025s] and evaluate a range of projection duration

T ∈ [0.0s, 0.1s] to empirically evaluate the sensitivity of the controller.

In addition to testing whether the robot successfully controls the jump, we also evaluate the overall

control input cost:

Ju =

∫ tf

t0

uTWuudt, (4.17)

where Wu is the same regularization weight on u we use in the OSC. 5 experiments per pair of

transition times and projection durations are evaluated using the Drake simulator. The results are
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Figure 4.9: Active tracking objectives per mode for the jumping controller executing the jump
trajectory.

reported in Fig. 4.10, with Ju normalized so that the largest value is 1. We exclude cases when

there is more than one failure to avoid saturating the cost metric.

The region of stable jumps increases as the projection window duration increases, while there is

not a significant effect on the input cost. We see a more noticeable improvement from the impact-

invariant controller in the long jump than the down jump. We theorize that this is because the

long jump motion is more difficult to stabilize, most likely from less control authority due to friction

code limits, and therefore the improved robustness from the impact-invariant controller has a greater

marginal effect.
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(a) Long jump (b) Down jump

Figure 4.10: Simulation effort costs for (a) long jump and (b) down jump evaluated over a range of
fixed transition times and projection window durations. Five trials are evaluated for each pair of
transition times and projection durations. The controller without the impact-invariant projection
corresponds to a projection window duration of 0.0 s. The regions where the robot fails to stabilize
for over half the trials are marked as “Fail". As the projection window increases, the range of
successful transition times increases. This effect is more pronounced for the long jump.

4.5.3. Hardware Results

Experiments using the controller with and without the impact-invariant projection were both con-

sistently able to successfully complete the basic jump. Snapshots of the jumping motion are shown

in Fig. 4.1. As seen in Fig. 4.5, the joint velocities change rapidly during the impact event. By

projecting the velocity error of the outputs (position and orientation of the pelvis) to the impact-

invariant subspace, we avoid overreacting to these rapid velocity changes in a principled manner.

The effects of this can be seen in Fig. 4.11, where the change in knee motor efforts, particularly at

the impact event, are significantly reduced when using the impact-invariant projection. We choose

to show the knee motor efforts because they exhibit the largest change at the impact event due to

their role in absorbing the weight of the pelvis at impact. This smoothing out of the commanded

motor efforts is similar to what we see in simulation. The jumping motions for the controller both

with and without the impact-invariant projection are included in the supplementary video.

Among the other jumping trajectories, we chose to test the box jump trajectory on hardware as it

is least likely to damage the robot. We positioned 16 in (∼0.4 m) tall wooden boxes in front of the
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Figure 4.11: Motor efforts on Cassie executing the default jumping motion. The combined knee
motor torques commanded by the jumping controller are shown for three different durations of the
impact-invariant projection.

robot and executed the same tracking controller using a 50 ms projection duration. Although the

reference jumping trajectory we optimized was for a box height of 0.5 m, the robustness afforded by

the impact-invariant controller enabled the controller to successfully achieve the jump. A frame of

the controller executing the box jump is shown in Fig. 4.1 and is also included in the supplementary

video.

Approximately 20 trials were conducted to tune the controller parameters in order to achieve the

first successful jump. Due to fear of damaging the robot, we did not conduct enough trials to report

a reliability metric for the box jumping controller on hardware.

4.6. Cassie Running Controller

Jumping motions have a significant, but singular, impact event. In contrast, running makes impacts

with the environment at every stride. Because each stride leads immediately into the next, consistent

tracking performance is essential for achieving stable running. Because bipedal running makes

impact with its environment with only a single foot at a time, the space of states that are invariant

is also larger for running. For these reasons, we develop a running controller as an additional

application of the impact-invariant projection.
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4.6.1. Controller Architecture

We track a SLIP-like pelvis trajectory and Raibert stepping generated footstep trajectories (Raibert et al.,

1984) using the same OSC framework as used for the Cassie jumping controller. A diagram with

the key elements is shown in Fig. 4.12.

Figure 4.12: Key elements of the running controller diagram.

4.6.2. Reference Trajectory Generation

Mode timing

We use variable stance and flight durations to construct reference trajectories and determine contact

mode switches. The nominal stance and flight durations, Ts and Tf respectively, are given in Ta-

ble 4.3. However, we allow for variations in the timing to better align with the predicted touchdown

and liftoff. The upcoming transition times for the full gait cycle are computed at each mode switch

using the following heuristics:

T ∗
s =

l

ySLIP
Ts (4.18)

T ∗
f = ÿSLIP +

√
ẏ2SLIP − 2g(l − ySLIP ), (4.19)
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where we clip the modified stance and flight durations between (1±σs)Ts and (1±σf )Tf respectively

to minimize timing changes in response to large disturbances.

The modified stance duration computes the ratio of the rest length to the SLIP length to roughly

scale the liftoff time. The modified flight duration is computed using the time to touchdown assum-

ing a ballistic trajectory.

SLIP-like pelvis trajectory

Inspired by the extensive literature on SLIP, we use a SLIP-like reference for the pelvis motion

during stance {LS, RS}. We achieve a spring-like behavior by regulating the pelvis position relative

to the current stance foot to a constant target height l and using the OSC gains to achieve the

desired dynamics.

ÿSLIP,cmd = Kp(l − ySLIP ) +Kd(ẏSLIP ). (4.20)

An important note is that we tune Kp and Kd to achieve the desired dynamics and not to achieve

the best tracking. We adopt this simpler approach over tracking to true SLIP dynamics because

the true dynamics are more difficult to regulate due to additional parameters and being purely an

acceleration reference.

Footstep trajectories

Regulating the center of mass velocity is achieved through foot placement. While there are possible

variations for choosing where to place the foot (Kajita et al., 2003) (Gong and Grizzle, 2022), the

basic principle behind all the stepping strategies is stepping in the direction that you are falling. We

choose to regulate the running velocity by planning footsteps with the widely recognized Raibert

footstep control law (Raibert et al., 1984):

yft,2 :=


yft,x

yft,y

yft,z

 =


vxTs
2 +Kx(vx − vdes,x)

vyTs

2 +Ky(vy − vdes,y)

−l

 , (4.21)
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where K are the Raibert stepping gains, vdes are the desired velocities as commanded by the

operator, and v is the current pelvis velocity computed by the state estimator. The x, y, and z

subscripts in this context denote the sagittal, lateral, and vertical directions in the pelvis frame

respectively. Finally, to avoid collisions between the legs, we offset the lateral target foot position

by a constant distance c in the respective directions. yft,2 then defines the final target footstep

location relative to the pelvis.

With the end footstep location yft,2 specified, we can generate a trajectory for the swing foot given

its initial position yft,0 at liftoff to the final desired location. We specify all the reference trajectories

as piecewise quadratic polynomials, so with the additional degrees of freedom we add a waypoint

yft,1 so that the trajectory roughly resembles the swing leg retraction profile observed in both numer-

ical optimization (Dai and Tedrake, 2012) (Seyfarth et al., 2003) and biology (Daley and Biewener,

2006). The full set of constraints defining the piecewise quadratic polynomial are as follows:

h = [0, 0.6(Ts + 2Tf ), (Ts + 2Tf )]
T

σ0(h[0]) = yft,0

σ0(h[1]) = yft,1

σ1(h[1]) = yft,1

σ1(h[2]) = yft,2

σ̇0(h[1]) = σ̇1h[1]

σ̈0(h[1]) = σ̈1h[1]

where yft,0 is the initial foot position at liftoff, yft,2 is the desired footstep location at touchdown

(4.21), and yft,1 = yft,0 + 0.8(yft,0 + yft,2) + [0, 0, d]T is the waypoint we introduce to specify foot

clearance. An illustration of the trajectory profile is shown in Fig. 4.13.
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Figure 4.13: Illustration of key references for the running controller. The target height and swing
foot trajectory with leg retraction profiles are shown in red and yellow respectively.

4.6.3. Reference Tracking

Finite State Machine

We use a time-based finite state machine (FSM) using the timings from Section 4.6.2 to specify

the active contact mode and generate the clock signal for the reference trajectories. The set of

finite states is {LS, LF, RS, RF}; L and R correspond to the left and right legs respectively and S

and F correspond to Stance and Flight. We distinguish between the two air phases {LF, RF} to

prescribe different tracking priorities for the different legs. The nominal durations for stance and

flight deployed on hardware are reported in Table 4.3.

Tracking Objectives

The tracking objectives for the running controller are reported in Table 4.2. Although LSLIP is

defined as the position ∈ R3 of the pelvis relative to current stance foot expressed in the world
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Table 4.2: Tracking objectives for the running controller. All values are expressed in the world
frame.

Symbol Description

LSLIP ∈ R3 Pelvis position relative to the stance foot
ψ ∈ SO(3) Pelvis Orientation
yL, yR ∈ R3 Foot position relative to pelvis
βL, βR ∈ R Hip yaw angle
ϕL, ϕR ∈ R Toe joint angle

Table 4.3: Relevant running controller parameters.

Parameter Symbol Value

Projection window T 0.050 s
Blend time constant τ 0.005 s
Stance duration Ts 0.30 s
Flight duration Tf 0.09 s
Pelvis target height l 0.85 m
Foot clearance d 0.2 m

frame, we only track the vertical component.

During left stance (LS), the active vector of tracking objectives is [LSLIP , yR, ψ, ϕR, βR]. For right

stance (RS), the tracking objectives are the same, just mirrored for the other leg. During the aerial

modes LF, RF, the active tracking objectives are [yL, yR, ψ, βL, βR, ϕL, ϕR]. The active tracking

objectives per mode are also illustrated in Fig. 4.14.

Note, the dimension of the tracking objectives in flight, 13, is greater than the total degrees of

actuation, 10. Therefore, during flight, the control formulation is overspecified and perfect tracking

cannot be achieved. We choose to leave the problem overspecified as opposed to leaving out either

the pelvis orientation or one of the foot targets because we found that trading off between multiple

tracking objectives led to better performance on hardware.

Turning

We use the identity quaternion as the desired pelvis orientation and zero as the the desired angular

velocity. By setting the task-space gains to Kp = diag[150, 200, 0]T and Kd = diag[10, 10, 5]T , the
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Figure 4.14: Active tracking objectives per mode for the running controller.

robot operator can specify the desired yaw velocity and achieve basic turning.

4.6.4. Simulation Results

The projection is an essential component for our framework to achieve stable running. Even in

simulation, the default controller is immediately unstable when the foot touches the ground due the

sensitivity to the impact event being coupled with the severe underactuation6 of the running gait.

For this reason, we only report comparisons with the no derivative feedback controller.

Both controllers are tasked with tracking a forward velocity command and the average errors over
6The running controller operates at the actuation limits of the knee motors and exhibits a significant flight phase,

both which exacerbate the underactuation.
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Figure 4.15: Comparison of our impact-invariant controller to the no-derivative feedback baseline
for a simulated robot tracking a target velocity that is linearly ramped up and back down to 0. The
velocity profile from the impact-invariant controller is noticeably smoother, which can be directly
attributed to better tracking of objectives such as the foot trajectory. At higher velocities, the no-
derivative feedback controller alternates between two velocities, which is undesirable. Comparisons
to the default controller with no modifications are omitted because to the default controller is
entirely unstable.

20 secs are reported in Table 4.4. The errors are computed as the position error at touchdown. The

positions at touchdown are critical to stable running as they are the primary feedback mechanism

for regulating the center of mass.

While the no-derivative controller has only slightly worse tracking performance on individual track-

ing objectives, the minor tracking discrepancies have a non-negligible effect on overall motion. As

shown in Fig. 4.15, the no derivative controller is around 0.25 m/s slower than the impact-invariant

controller with the same velocity command and has noticeably poorer tracking performance.

4.6.5. Hardware Results

We are able to achieve stable running, with the ability to command forward velocities and turn,

on the physical robot using the same gains used in simulation. We tested the robot both indoors

and outdoors on grass and on a turf field. The robustness of the impact-invariant control to early

and late impacts on the physical robot is shown in Fig. 4.16. Videos of the experiments with the
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Table 4.4: Average position tracking error compute at each foot touchdown of the impact-invariant
controller and no derivative controller for the running controller tracking a constant forward velocity
command. Results with the default controller are omitted because the default controller is entirely
unstable for the running controller.

Objective Impact-Invariant No Derivative
Error Error

Foot forward position 6.6 cm 6.6 cm
Foot lateral position 3.6 cm 4.4 cm
Foot vertical position 3.9 cm 5.6 cm

Hip yaw angle 0.026 rad 0.034 rad
Toe joint angle 0.030 rad 0.020 rad

physical robot are included in the supplementary video. The most relevant controller parameters

of the running controller are provided in Table 4.3, and the full running parameters are reported in

Table 4.8.

Figure 4.16: Velocity tracking errors from the running controller on the physical Cassie robot.
During the experiment, the robot makes impact late with its left foot, which initially results in a
large tracking error for the pelvis target. The robot also make impact early with its right foot,
which results in a large tracking error for the right foot target. In both cases, the impact-invariant
projection protects the controller from overreacting to the mismatch in impact timing.

4.7. Discussion

In this paper, we introduce a general strategy that enables controllers to be robust to uncertainties

in the impact event without sacrificing control authority over unaffected dimensions. The strategy

makes use of an easy-to-compute modification of how the velocities of the robot enter the controller.

Specifically, we project the velocity error into a subspace that is invariant to the impact event. This

projection completely eliminates sensitivity of the controller to potential contact impulses, while
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minimally deviating from the original controller.

We demonstrate through examples with legged robots that the impact-invariant projection is robust

to the impact event, while achieving better tracking performance compared to alternative methods.

The modification can easily be applied to controllers for complex bipeds such as Cassie, and the

modification enables highly dynamic motions such as jumping and running.

4.7.1. Recovered Control Authority

We only apply the projection in a small time window around an impact. An alternative to the

projection is to instead turn off all derivative feedback as is done during the contact transition

mode van Steen et al. (2022). If impacts are infrequent and short, the additional benefit gained

from using the impact-invariant projection is minimal. However, for motions where impacts are

frequent such as running, the additional benefit can be substantial. Our running controller uses

a projection window of 50 ms on both sides of the impact event for a total of 100 ms when the

projection is active. The nominal stepping period of the running controller is 0.39 s, so the projection

is active for over 25% of the time. Even tighter window durations cover a non-negligible duration

of the entire motion.

4.7.2. Introducing Additional Controller Invariances

The impact-invariant framework enables robustness to a very particular source of uncertainty: im-

pacts. It seems straightforward to extend this idea to eliminate sources of uncertainty from the

control law, but on further examination impacts may be a very specific case of where this method

would be useful. The key observation of this work is that impacts are brief periods of high uncer-

tainty that enter the dynamics in a highly structured manner. Therefore, a reasonable approach is

to effectively ignore the uncertainty in the short amount of time when the magnitude of the uncer-

tainty is at its greatest. Other sources of uncertainty such as model differences or uncontrollable

elements such as physical springs do not have these attributes. We cannot ignore model differences

as they permeate the entire dynamics and are persistent throughout, and while springs only enter

the dynamics at a single joint, their oscillations do not resolve in a short amount of time.
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4.7.3. Future Work

Although the examples featured in this work focus on legged locomotion, the method is general and

can be applied to other rigid body systems with impacts, such as manipulation. For future work,

we plan to investigate how this method can be applied to high-speed grasping. A complementary

avenue of future research lies in how we can leverage other sensor modalities such as tactile sensing

as a method to have a less conservative bound on impact uncertainty by working with partial sensor

feedback.

Reinforcement learning has produced controllers with similar dynamic motions on Cassie Siekmann et al.

(2021a) Li et al. (2024) with impressive robustness. Another avenue of future research is to eval-

uate whether these learned controllers exhibit similar invariances and whether incorporating such

invariances into the learned controllers might improve robustness.

4.8. Appendices

Table 4.5: Length, mass and inertia parameters for the planar five-link biped evaluated in simulation.
Values are taken from the physical robot, Rabbit Chevallereau et al. (2003).

thigh shin torso

Length (m) 0.4 0.4 0.625
Mass (kg) 6.8 3.2 12.0
Inertia along principal axes (kgm2) 0.47 0.20 1.33

Table 4.6: Full impact-invariant parameters and regularization weights for the Cassie jumping
controller.

Symbol Description Value

µ Friction coefficient 0.6
T Projection window 0.05 s
τ Blend time constant 0.005 s
Wu Regularization weight on inputs 1e-6
Wacc Regularization weight on generalized accelerations q̈ 1e-4
Wλ Regularization weight on contact forces 1e-1
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Table 4.7: Feedback gains for the Cassie jumping controller (jump and box jump) deployed on
hardware. Weight and gain matrices are diagonal matrices, represented here as vectors to be concise.

OSC Objective W Kp Kd

Toe joint angle 0.01 1500 10
Hip yaw angle 2.5 100 5
Pelvis [x, y, z] [20, 2, 20] [40, 50, 40] [7.5, 5, 5]
Pelvis [roll, pitch, yaw] [10, 5, 1] [150, 200, 150] [10, 10, 5]
Foot [x, y, z] [10, 100, 10] [125, 50, 150] [2.5, 2.5, 0]

4.8.1. Least Squares and Projections

It is well studied that the least squares problem is equivalent to a projection Strang (2022). We

show here that our choice of least squares in 4.4 is equivalent to the impact-invariant projection

matrix in 4.3 when the tracking objectives are the generalized robot states, y = q, ẏ = q̇, and there

are no holonomic constraints Jh = 0. Recall, Jy = ∂y
∂q , so in this case Jy = ∂q

∂q = I, where I is the

identity matrix. We can simplify 4.6 using these assumptions to arrive at

[
λ∗

]
=

[
ATA

]−1 [
AT (q̇des − q̇).

]
,

where A =M−1JT
λ . We can substitute λ∗ into 4.7

q̇proj = q̇ +A(ATA)−1AT (q̇des − q̇)

to arrive at the projected generalized velocities. ẏproj = q̇proj so we can express the projected

velocity tracking error ˙̃yproj as:

˙̃yproj = q̇des − (q̇ +A(ATA)−1AT (q̇des − q̇))

= (I −A(ATA)−1AT )(q̇des − q̇)

= Q(q̇des − q̇),

which is identical to the result from the impact-invariant projection.

55



Table 4.8: Full trajectory, impact-invariant parameters, and regularization weights for the Cassie
running controller deployed on hardware.

Symbol Description Value

µ Friction coefficient 0.6
T Projection window 0.05 s
τ Blend time constant 0.005 s
l Pelvis target height 0.85 m
Ts Stance duration 0.3 s
Tf Flight duration 0.09 s
σs Stance duration variance 0.2
σf Flight duration variance 0.1
c Footstep lateral offset 0.04 m
d Foot clearance 0.2 m
Kx Raibert footstep sagittal feedback 0.01
Ky Raibert footstep lateral feedback 0.3
Wu Regularization weight on inputs 1e-6
Wacc Regularization weight on generalized accelerations q̈ 1e-4
Wλ Regularization weight on contact forces 1e-1

4.8.2. Hardware Setup

All processing is done on the Intel NUC 11 computer onboard Cassie. Note we swapped the original

Intel NUC onboard Cassie to take advantage of the faster compute of a newer CPU. We run the state

estimator and the controllers asynchronously as separate processes, and communication between

processes is handled using LCM Huang et al. (2010), while user commands are sent through the

radio remote.

State Estimator

We use the contact-aided invariant EKF developed in Hartley et al. (2020) to estimate the floating-

base pelvis state. Although we do not directly use contact detection in our controllers, the state

estimator utilizes the current contact mode estimate in the measurement update. We achieve this

using a generalized-momentum observer, similar to the method used in Bledt et al. (2018b), to

estimate the contact force at each foot. We then set a threshold of 60 Nm on the contact normal

force to define contact. We observe that this has a faster response and better accuracy over detecting
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Table 4.9: Feedback gains for the Cassie running controller deployed on hardware. Weight and gain
matrices are diagonal matrices, represented here as vectors to be concise.

OSC Objective W Kp Kd

Toe joint angle 0.01 1500 10
Hip yaw angle 2.5 100 5
Pelvis [x, y, z] [0, 0, 5] [0, 0, 115] [0, 0, 5]
Pelvis [roll, pitch, yaw] [10, 5, 1] [150, 200, 0] [10, 10, 5]
Foot [x, y, z] [10, 100, 10] [125, 75, 75] [5, 5, 5]

contact using spring deflections. The state estimator runs at 2000 Hz.

Controller Implementation

We write our controllers using Drake Tedrake and the Drake Development Team (2019) for the

systems framework and all rigid body kinematics calculations. To set different tracking priorities

during the flight phase for the running controller, we linearly ramp the weight for the foot tracking

objective from 0.5 to 4 times the specified value across the duration of the trajectory. Although the

tracking objectives are expressed in the world frame, we compute the errors in the robot yaw frame

in order to have the gains operate on the sagittal and lateral directions rather than the world x and

y directions. Finally, we solve the OSC QP using a minor modification of the OSQP Stellato et al.

(2020) interface provided by Tedrake and the Drake Development Team (2019) at 1500 Hz.
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CHAPTER 5

Controlled Sliding

Parts of this chapter were previously published as parts of William Yang and Micahel Posa. Dynamic

On-Palm Manipulation via Controlled Sliding. In Robotics: Science and Systems (RSS), Delft,

Netherlands, 2024. URL https://roboticsconference.org/program/papers/12/

In this chapter, we move away from legged robots and instead turn our attention to dexterous

dynamic manipulation. Here we introduce two challenging dynamic manipulation tasks that utilize

the full set of contact modes: sticking, sliding, and no contact. We accomplish these tasks using

a framework that leverages recent advancements in contact-implicit MPC. Despite the complexity

of the tasks, we do not rely on common aids such as reference trajectories or motion primitives,

displaying promising generality. The work in this chapter has an accompanying project website:

https://dynamic-controlled-sliding.github.io/.

This chapter is ordered as follows. Section 5.1 provides motivation. Section 5.2 details related work.

Section 5.3 introduces the problem setup, while Section 5.4 details how we decompose the system

into two separate models. We define the control framework in Section 5.5 and provide experiment

details in Section 5.6. Finally, we discuss results and limitations in Section 5.7 and Section 5.8

respectively.

5.1. Introduction

Recent advancements in robot manipulation have demonstrated impressive dexterity (Chen et al.,

2023) and generality (Curtis et al., 2022) (Chi et al., 2023). However, these methods largely focus

on slow tasks that can be viewed from a quasi-static perspective. As robots are increasingly being

asked to perform manipulation tasks in logistics applications such as warehouse robotics, speed

becomes a key driving metric. While there are plenty of examples of dynamic manipulation, the

methods are often achieved using ad-hoc, task-specific solutions (Ruggiero et al., 2018) and demon-

strated on systems with few degrees of freedom and few contacts. The desire for a general control
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framework for contact-rich tasks has resulted in many formulations for contact-implicit model pre-

dictive control (Aydinoglu et al., 2024) (Kurtz et al., 2023) (Le Cleac’h et al., 2024) (MPC), which

can automatically plan when and where to make and break contact and are reported to be fast

enough for real-time control.

Figure 5.1: We examine a dynamic sliding task, where the robot uses the full spectrum of contact
modes (sticking, sliding, making and breaking contact) in order to retrieve a tray resting on external
supports. We use contact-implicit MPC to automatically plan when and where to use different
contact modes. With careful consideration on how to integrate the simplified MPC model with the
robot arm, we are able complete the entire maneuver of retrieving the tray, lifting it, and placing it
back on the external supports in just 5 seconds, demonstrating dynamic capability for a contact-rich
task.

In this chapter, we focus on an extension of the waiter’s task to serve as an example of a general class

of problems that involve multiple contacts, reasoning about external contact, as well as stick-slip

behavior. This task both resembles real dexterous manipulation skills and also exemplifies a range of

challenges faced in general-purpose dexterous manipulation. In contrast with prior renditions of the
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waiter’s task (Subburaman et al., 2023) (Heins and Schoellig, 2023) (Brei et al., 2024), which focus

on just transporting the tray while maintaining static contact, our task simulates the full process of

first retrieving the tray, then lifting the tray, and finally placing the tray back at its initial position.

The tray initially rests on external supports, so that a portion of the tray hangs over the edges of

the supports. As illustrated in 5.1, in order to retrieve the tray, the robot must first shift the tray so

that it slides onto the end effector before it can be supported from underneath. Similarly, in order

to place the tray back at its initial position, the end effector must shift the tray forward onto the

supports. Both of these maneuvers require repeated stick-slip transitions. The primary challenge of

this task is the consideration of dynamic frictional contact. One major challenge of frictional contact

is the known model inaccuracies of Coulomb friction and rigid frictional impacts (Remy, 2017).

Another major challenge is that sliding adds additional contact modes to the already challenging

hybrid planning problem. Prior works that consider control with sliding contact are restricted to

a single contact for planar dynamic tasks (Shi et al., 2017) (Hou et al., 2020) or multiple contacts

for planar quasi-static tasks (Doshi et al., 2022) (Taylor et al., 2023). Other methods can reason

about sliding contacts in 3D quasi-static and quasi-dynamic tasks (Cheng et al., 2022) (Cheng et al.,

2023); however, the methods are currently too slow for real-time control.

Surprisingly, we show that, with some improvements, a general contact-implicit model predictive

controller (MPC) framework can accomplish this dynamic task. Specifically, we build upon prior

work by carefully considering the integration between the simple model used by the MPC and the

low-level tracking controller in order to accurately track the dynamic motions commanded by the

MPC. Our controller automatically plans motions with repeated stick-slip transitions as the robot

pushes or pulls the object, including initiating slipping to reposition the end effector to then push

or pull again. The controller accomplishes this all without using heuristics or commonly relied on

aids such as reference trajectories or motion primitives.
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5.2. Related Work

5.2.1. Contact Mode Regulation

The primary exploration of this work is how to plan and regulate between frictional contact modes

(sliding, sticking, and breaking contact altogether), with an emphasis on dynamic sliding contact

as it is comparatively unexplored. Dynamic sliding (Shi et al., 2017) and pivoting (Hou et al.,

2020) for object reorienting and regrasping are performed by simultaneously regulating inertial

and frictional forces using a parallel jaw gripper. However, these works are limited to the planar

case and only consider a single surface contact. Doshi et al. (2022) demonstrate impressive control

of both sliding and sticking contact along multiple surfaces including utilizing external contacts

(Taylor et al., 2023); however, they focus on quasi-static manipulation and again are limited to

a planar system. Woodruff and Lynch (2017) demonstrate sequencing multiple motion primitives

(Lynch and Mason, 1999), including dynamic sliding, demonstrated on a planar manipulator and

block set up. However, the full trajectory is planned offline and relies on local feedback control to

stabilize each motion primitive.

We highlight the planar nature of prior examples because planning for sliding contact in 3D is

fundamentally more challenging than in the planar case. This is because, in addition to the increased

state dimension, the planar case only requires consideration of 4 hybrid modes (sticking, no contact,

slide left, slide right) per contact, whereas there exists a continuum of sliding modes for the 3D

case. Higashimori et al. (2009) considers full surface-surface friction when manipulating a flat object

with 3 degrees of freedom (DOFs) resting on a pizza peel-like platform with only controlled 2 DOFs.

Their work showcases impressive controllability, but the method assumes that the platform is much

larger than the object and the nominal pressure distribution on the object being uniform.

5.2.2. Waiter Task

Several works (Pham et al., 2017) (Heins and Schoellig, 2023) (Subburaman et al., 2023) (Brei et al.,

2024) have tackled the “waiter task", where objects are balanced on top of an end effector with a

planar surface. Despite the similar task set-up, all of these works critically focus on avoiding sliding

between the object and manipulator, whereas the key focus of our work is to specifically leverage
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sliding to perform tasks that would otherwise be infeasible.

5.2.3. Contact-Implicit MPC

Recently, several contact-implicit MPC frameworks have demonstrated solve times fast enough for

real-time control on systems with multiple contacts and many degrees of freedom (Aydinoglu et al.,

2024) (Kurtz et al., 2023) (Le Cleac’h et al., 2024). However, these methods have not been evalu-

ated on dynamic manipulation with sliding contacts. Here, we do not propose a new MPC frame-

work, but rather we seek to identify the implementation details to adapt such a framework to a

dynamic task, including how to consume the outputs in a downstream tracking controller. Criti-

cally, the output of these contact-implicit methods were tracked as position set-points stabilized with

impedance gains (Aydinoglu et al., 2024) (Kurtz et al., 2023), whereas we track time-parameterized

trajectories for the end effector position and end effector forces. Position set-points rely on the

stiffness of the impedance controller to achieve accelerations, while accelerations and forces can be

specified directly and are defined smoothly using time-parameterized trajectories.

5.3. Problem Setup

We are interested in the problem setup shown in Fig. 5.2. The system consists of a serial-link

manipulator equipped with a small flat disk as its end effector, where the end effector is constrained

to move only in 3D translation. The robot arm is tasked with retrieving, lifting, and returning

(placing) a tray as shown in Fig. 5.2. The tray is initially resting on external supports and starts

in a slightly overhanging position so that it can be contacted on its bottom surface. The tray has

all floating base degrees of freedom, with its pose in SE(3), and its pose can be tracked using

fiducials attached to the tray. We assume that we have accurate model parameters (mass, inertia,

geometry, and friction) of each component (robot arm, end effector, tray, and supports), although

we do examine the effect of inaccurate models in Section 5.7. We assume a single coefficient of

friction per pair of geometries (tray/end effector and tray/supports). The task objectives: retrieve,

lift, and place, are specified as three sequential targets, meaning the next target is given when the

tray reaches the previous target.
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Figure 5.2: The three target positions. The grasp locations on the tray change between targets,
thus requiring the end effector to either slide and/or break contact with the tray.

5.4. System Models

In this paper, we abstract the system using two models as shown in Fig. 5.3. We model the the end

effector, object, and external contacts as a Linear Complementarity System Heemels et al. (2000)

(LCS) to use for the MPC. For the low-level operational space controller, we only consider the

dynamics of the robot arm and rely on inputs from the MPC to address the interaction forces from

the object.

5.4.1. Linear Complementarity Model

We model the dynamics of the end effector, object, and external contacts as a discrete time LCS. We

ignore rest of the robot arm in the MPC model by considering the end effector as an isolated floating

object with only translation degrees of freedom and controlled directly with forces applied to its

center of mass. To ensure downstream feasibility when applying this model to the actual system,

we impose workspace and input limits on the MPC model. The state of the LCS xlcs = [qlcs, vlcs] is

a combination of the positions qlcs = [qee, qobj ] of the end effector and object and the corresponding

velocities vlcs = [vee, vobj ].
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Figure 5.3: We abstract the system into two models. The LCS model captures the contact forces
λ between the end effector, tray, and supports. In the LCS model, the robot arm is abstracted
away and replaced with direct inputs to the end effector ulcs. We then use a robot-only model to
track the end effector position qee(t) and force ulcs(t) trajectories commanded from the MPC, so
λee = ulcs.

The full LCS state vector xlcs is therefore

qlcs =



eex

eey

eez

trayqw

trayqx

trayqy

trayqz

trayx

trayy

trayz



, vlcs =



eevx

eevy

eevz

traywx

traywy

traywz

trayvx

trayvy

trayvz



,

The notation is as follows, ()x indicates the x position, ()qw,qx,qy,qz is the orientation expressed as a

quaternion, ()vy indicates the y velocity, and ()wz expressed the angular velocity. All quantities are

expressed in the world frame. The control input ulcs = [ux, uy, uz] to the LCS are forces directly

applied to the end effector, such that it can be controlled in 3D translation.
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The dynamics of the LCS have the form:

xk+1 = Axk +Buk +Dλk + d (5.1)

0 ≤ λk ⊥ Exk + Fλk +Huk + c ≥ 0, (5.2)

where xk ∈ Rnx , λk ∈ Rnλ , and uk ∈ Rnu are the state, force, and input variables at the k-th knot

point. (5.1) are the system dynamics linearized at the current state and input. The ⊥ indicates

a complementarity constraint, where 0 ≤ λ ⊥ ϕ ≥ 0 implies λ ≥ 0, ϕ ≥ 0, λTϕ = 0. Critically,

this constraint succinctly describes the multi-modality of contact dynamics for both making and

breaking contact as well as the boundary between stick and slip. For example, the boundary between

sliding and sticking friction for a given sliding direction can be expressed as:

0 ≤ µλn − λt ⊥ v ≥ 0, (5.3)

where λn is the normal force, and λt is the tangential force in the opposite direction of the sliding

velocity v. With this context, (5.2) is the linearization of the contact boundaries at the current

state and input.

The contact dynamics of the LCS are governed by our choice of contact geometry. We approximate

the surface-surface contacts between the end effector and object as well as the object and external

contacts using point contacts. We use three contact points between the end effector and object,

because that is the minimum number necessary to have statically stable surface-surface contact.

Similarly, we model each support as two points to represent the line contacts. These contact

geometries are visualized in Fig. 5.4. Under this choice of contact geometry, ϕ encodes the distance

between any of these contact points and the tray, represented as a cylinder. Under this modeling

choice, the number of contacts nλ is fixed. Note, we are ignoring potential contacts between the

end effector and the supports. As these contacts are undesirable, we simply avoid these contacts by

imposing workspace constraints on the end effector.
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Figure 5.4: We consider seven total contacts for our task. The contact geometries shown in red. We
represent the tray as a cylinder and we choose fixed contact points on the end effector and supports,
which we model as spheres. The radii for the spheres are enlarged by a factor of 10 for visibility
purposes. A minimum of three contact points are required to approximate surface-surface contact
between the end effector and tray, while two contact points are required to model each line contact
from the supports.

5.4.2. Robot-Only Model

We only consider the state of the arm when applying our low level tracking controller. We denote

the state of the robot arm as xarm = [qarm, q̇arm], which is comprised of its generalized positions

qarm ∈ Rnarm and generalized velocities q̇arm ∈ Rnarm . The arm is controlled using actuator inputs

uarm ∈ Rnarm , where the inputs are motor torque commands. For brevity, we omit the arm subscript

for the remainder of this section. We can describe the arm dynamics using the manipulator equation:

M(q)q̈ + C(q, q̇) = Bu+ J(q)Tλee, (5.4)

where M is the mass matrix with approximated reflected inertia terms Featherstone (2014), C

contains the Coriolis and gravitational forces, B maps actuator inputs to generalized forces, and J

is the contact Jacobian that maps forces λee applied at the end effector to generalized forces.
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5.5. Methods

5.5.1. Complementary Consensus Control

We formulate our control problem as a contact-implicit MPC problem with LCS dynamics. This is

succinctly formulated as the following optimization problem:

min
xk,uk,λk

xTNQfxN +
N−1∑
k=0

xTkQxk + uTkRuk (5.5)

s.t. xk+1 = Axk +Dλk +Buk + d (5.6)

Exk + Fλk +Huk + c ≥ 0 (5.7)

λk ≥ 0 (5.8)

λTk (Exk + Fλk +Huk + c) = 0 (5.9)

xmin ≤ xk ≤ xmax (5.10)

umin ≤ uk ≤ umax, (5.11)

where N is the planning horizon, Qf , Q,R are cost matrices, and xmin, xmax, umin, umax are bounds

on the state and input variables.

(5.6), (5.7), and (5.8) are the dynamics constraints of the LCS. (5.9) is the orthogonality constraint

for the complementarity. Note, (5.9) is non-convex, but it is possible to introduce binary variables

to represent the contact modes and transcribe the entire problem as a Mixed Integer Quadratic

Program (MIQP). However, this scales poorly with the number of contacts, as a binary variable is

needed for each contact across all knot points.

Instead, we adopt a method called Complementarity Consensus Control (C3) Aydinoglu et al.

(2024), which addresses the scaling problem by decoupling the time dependence of the contact de-

cisions. The algorithm is based in consensus alternating direction method of multipliers (ADMM),

which optimizes over multiple copies of the decision variables.

The full details of the algorithm is outside of the scope of this paper, but a key property is that
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the algorithm alternates between solving the MPC problem as a quadratic program (QP) without

complementarity constraints and projecting the current MPC solution to the complementarity con-

straints as a mixed integer quadratic program (MIQP) separately for each knot point. While the

solutions will eventually converge to each other, we choose to terminate early after a fixed number of

iterations on a potentially suboptimal solution. We choose to terminate after the QP step, because

we empirically observe better performance. Note, the suboptimal solutions from terminating early

do not necessarily satisfy the full LCS dynamics, but in practice are good enough when used in

MPC for even contact-rich tasks.

5.5.2. System Linearization

We approximate our system as a LCS at each C3 solve. The continuous dynamics parameters (A,

B, d) of the LCS can be solved via automatic differentiation using any popular rigid body dynamics

library. The gap function ϕ and corresponding contact Jacobians J for convex geometries can be

computed by a library that implements collision detection, e.g. via the GJK algorithm(Gilbert et al.,

1988). With ϕ and J for each contact along with a choice of force basis, we can compute the

contact-related terms: D, E, F , H, c. We use the convex time-stepping contact model proposed by

Anitescu and Potra (1997) to form the force basis. In this model, contact forces are parameterized

via the extreme rays of the pyramidal approximation of the friction cone. That is, for a square

pyramidal approximation, there are 4 contact force variables per point contact. This choice of

contact force basis is visualized in Fig. 5.8.

5.5.3. MPC Modifications for Dynamic Motions

The fast motions commanded by our MPC are on the same timescale as the solve time. For this

reason, the system state at the end of the MPC solve is likely far from the system state at the

beginning of the MPC solve. We address this latency problem by using the predicted state of the

system according to the previous MPC solve as the initial state constraint similar to (Bledt, 2020)

x0 = xsol(dt), (5.12)
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where xsol(t) is the state trajectory from the previous MPC solve and dt is the filtered average MPC

solve time. Because we have less confidence in the accuracy of our contact models, we only apply

this prediction to the end effector state and not the state of the tray. Note, by using the predicted

state we are eliminating the MPC feedback capabilities on the end effector. To avoid the predicted

state from significantly deviating from the measured state, we saturate the difference between the

predicted state and the measured state. In practice, this has a minimal effect as because the low-level

tracking controller for the end effector enforces that the true state matches the predicted state.

Warm starting by giving the MPC an initial guess from the previous solve is a common technique

to reduce computation time. However, the values from the previous solution are often poor initial

guesses because the contact modes at each knot point planned from the current MPC state may

differ from the previous solution. Because the dynamics can vary greatly between contact modes,

so can the values for x, u, λ. For this reason, we use the corresponding predicted values from the

previous solution when possible for warm starting. Additionally, C3 involves multiple QP and MIQP

solves per MPC solve each with different cost parameters. We address this by treating each QP and

MIQP as separate optimization programs each with a separately cached set of warm start variables

in order to increase the quality of the warm start.

5.5.4. Operational Space Control

We use the operational space controller (OSC) introduced in Section 3.3.2 to stabilize the plans

commanded by the MPC. Specifically we track the end effector position, orientation, and force

applied at the end effector specified as time-parameterized trajectories.

We formulate this as the following quadratic program (QP), simplified from the more general for-

mulation presented in Section 3.3.2:

min
u,λ,q̈

∥λ− λee∥2W +

N∑
i

∥(ÿ − ÿcmd)i∥2Wi
(5.13)

s.t. Mv̇ + C = u+ JT
λ λ (5.14)

umin ≤ u ≤ umax. (5.15)
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Using this general OSC formulation, we explicitly define the tracking objectives as follows. The time-

varying objectives of the OSC are the end effector position trajectory qee(t) and the end effector force

trajectory ulcs(t), so ydes,0(t) = qee(t) and corresponding derivatives and λee = ulcs(t). For the other

objectives, the end effector orientation target is the neutral quaternion ydes,1 = [1, 0, 0, 0], ẏdes,1 =

ÿdes,1 = [0, 0, 0] because we assume the end effector can only move in translation degrees of freedom.

Additionally, in order to keep the robot arm in the “elbow down" configuration and have a unique

robot configuration for a given end effector position and orientation target, we specify a single

joint-space tracking objective to keep the second joint of the arm at a fixed angle.

End Effector Force Target

The end effector force target is an important component to accurately tracking the MPC plan

without relying on overly stiff impedance gains or an integral term, both of which could cause

instability for this task. To see this, consider the scenario where the robot balances the tray.

Without a force target, the robot will not compensate for the weight of the object, and the object

will sag according to the impedance stiffnessKp. While tracking error for interactions solely between

the manipulator and object scales with stiffness, tracking error for systems with additional contacts

is more complex. For example during the sliding maneuver, even small forces applied by the end

effector to the object can result in significant effects on the weight distribution of the object across

the supports and end effector. Because our task is governed by friction forces, this objective is

particularly important. In other words, the end effector force target is the feedforward component

of the control input from the MPC, which is understandably critical when tracking dynamic motions.

5.6. Experiments

5.6.1. Task Parameters

The exact position targets are given in Table 5.1. The positions are defined in the world frame

where the robot base is at the origin. For the first and second targets, the end effector target is the

same as the tray, just offset in the vertical position to compensate for the thicknesses. Critically, the

third target for the tray is outside the workspace limits of the end effector, so for this pair of targets

the end effector target is chosen as the closest point within the feasible workspace. We choose to
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Figure 5.5: System diagram for the hardware implementation. The different colored boxes indi-
cate separate processes which are connected via arrows that indicate represent communication via
ROS/LCM.

make the third target to be identical to the initial position in order to be able to repeatedly execute

the experiment without manually resetting the task environment. As detailed in Section 5.3, the

next target is only given when the tray reaches the previous target. We define reaching the target

as being within 5 cm from the target location.

Tray (m) End Effector (m) Idle Time (s)
Initial Position [0.7, 0.0, 0.485] [0.55, 0, 0.45]
First Target [0.45, 0, 0.485] [0.45, 0, 0.47 0.5

Second Target [0.45, 0, 0.60] [0.45, 0, 0.585] 3.0
Third Target [0.7, 0, 0.485] [0.6, 0, 0.47]

Table 5.1: Target positions for tray retrieval task. Positions are specified as meters and in the
robot/world frame where the base of the robot is at the origin [0, 0, 0]. Idle time indicates how long
the robot must remain at the target before the next target is given.

Tray and End Effector

We use a standard circular food service tray with a smooth low friction bottom surface and a

rubberized high friction upper surface. We model the tray as a cylinder with uniform density. We

machine the disk-shaped end effector out of aluminum. Because the coefficient of friction between

the machined aluminum and the tray’s bottom surface is not sufficiently high, we cover the top

surface of the end effector with tape. We estimate the friction coefficients by slowly tilting the

supports or end effector until the tray slips and using that angle to determine a single friction

coefficient, assuming that the static and dynamic coefficients are identical. Detailed parameters for

both objects are listed in Table 5.2 and the objects are shown in Fig. 5.6.
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Value
Tray Mass 1 kg

Tray Radius 0.228 m
Tray Thickness 0.004 m

Tray Height (including raised rim) 0.022 m
End Effector Mass 0.37 kg

End Effector Radius 0.0725 m
End Effector Thickness 0.01 m

Tray/Support Friction Coefficient 0.18
Tray/End Effector Friction Coefficient 0.5

Table 5.2: Physical parameters for tray manipulation task.

Franka Panda

Communication between the low-level OSC controller and the Franka Panda was handled by a

direct torque passthrough controller written using franka ros, a ROS wrapper around libfranka.

We receive joint state messages from and send joint torques commands to the robot at 1000 Hz.

A separate LCM and ROS bridge is dedicated to translating between message types. Notably, in

franka ros, it was necessary to relax the torque and force thresholds from their default limits in

order to accommodate the fast motions and interaction forces in this task.

5.6.2. Implementation

Both C3 and the OSC were implemented in C++ with the help of the Drake robotics library

(Tedrake and the Drake Development Team, 2019). Both controllers, as well as franka ros and the

LCM to ROS bridges, are run on the same desktop with a Intel i7-8700K processor. The QP step

of C3 was solved using OSQP (Stellato et al., 2020), while the MIQP projection was solved using

Gurobi (Gurobi Optimization, LLC, 2023). The OSC QP was solved using OSQP (Stellato et al.,

2020) at 1000 Hz. We tune the OSC and C3 parameters by executing the task in the Drake

(Tedrake and the Drake Development Team, 2019) simulator using the hydroelastic contact model

(Masterjohn et al., 2022). We directly apply the parameters that were tuned in simulation on

hardware without additional tuning.

We chose N = 5 knot points, a timestep of 0.075s for a time horizon of 0.3 s, and 2 ADMM

iterations for each C3 solve. Under this choice of C3 parameters, we receive a new plan between
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30 - 60 Hz. The friction coefficient for the contacts between the tray and end effector was set to

µtray,ee = 0.6 and the friction coefficient for the contacts between the tray and the supports was set

to µtray,supports = 0.1. The full set of C3 parameters are explained and listed in Section 5.6.3

Motion Capture

We use an off-the-shelf motion capture system (Pfrommer and Daniilidis, 2019), which uses April-

Tags attached to the tray to publish the position of the tray via ROS at 10 Hz. The placement of

the cameras is shown in Fig. 5.7.

Figure 5.6: End effector attached to Franka robot and serving tray with attached AprilTag.

Figure 5.7: We use three cameras mounted above the task setup along with AprilTags to estimate
the pose of the tray. Multiple cameras and AprilTags are used for redundancy and to reduce the
effects of occlusions.
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5.6.3. Description of C3 Parameters

The full set of C3 parameters for the tray retrieval task is reported in Table 5.3. N is the MPC

horizon, dt is the planning timestep, µ·,· is the single friction coefficient for geometry pairs, and

ρ is an ADMM parameter. The matrices Q,R,G,U are all diagonal matrices, so we report the

diagonal terms when indicated for conciseness. Note, we do not define a separate terminal cost,

i.e. Qf = Q. In Table 5.3, we separate Q into Qq and Qv, where Q =

diag(Qq)

diag(Qv)

. G

and U are the cost matrices used to establish convergence between the MPC and projection step.

We use only three values to parameterize G and U , with a value corresponding to the weights for

the state variables, contact variables, and input variables respectively. Thus, the G and U are

constructed from three diagonal matrices as G =


Gx

Gλ

Gu

, where Gx = wGxI. Workspace

limits are imposed only on the end effector position as lb ≤ Aworkspaceqee ≤ ub. For simplicity, we

set Aworkspace = I and lb = qee,min, ub = qee,max.

N 5
dt 0.075

µtray,ee 0.6
µtray,supports 0.1

ρ 4
ADMM iterations 2

Qq 50 * [150, 150, 150, 0, 1, 1, 0, 15000, 15000, 15000]
Qv 50 * [5, 5, 15, 10, 10, 1, 5, 5, 5]
R 50 * [0.15, 0.15, 0.1]
wGx 0.1
wGλ

10
wGu 0.1
wUx 0.1
wUλ

10
wUu 3
umin [-10, -10, 0]
umax [10, 10, 30]
qee,min [0.4, -0.1, 0.35]
qee,max [0.6, 0.1, 0.7]

Table 5.3: Full C3 parameters used across all tray retrieval experiments
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Figure 5.8: Examples of the MPC plan for retrieval (left), lift (center), and place (right), where
the current state and target state of the tray are represented as triads. The MPC plans the states,
inputs, and forces for N timesteps into the future. The forces (yellow arrows) and inputs (pink
arrow) at the first timestep are visualized for each maneuver. For the retrieval maneuver, the plan
heavily relies on the external supports compared to the other two maneuvers, where the primary
contacts forces are between the end effector and tray.

5.7. Results

We performed multiple experiments to validate the robustness and generality of our framework.

First we ablate our design decision to include the force tracking objective in the OSC by running

experiments with and without that objective. We then demonstrate the reliability by continuously

executing the experiment without manual resetting. Then, we demonstrate the robustness of our

method to inaccurate models of mass and inertia by placing objects on the tray. We use the same

controller parameters for all three targets and across all the demonstrations, and footage of the

experiments can be seen in the accompanying website video7.
7https://dynamic-controlled-sliding.github.io/
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5.7.1. Force Tracking Ablation

First we ablate the contribution of tracking the end effector force by executing 10 experiments with

and without the tracking objective. The tracking controller with the end effector force objective

succeeded for 80% of the trials, failing once when trying to reach the second target when lifting an

unbalanced tray and failing once to reach the third target when the tray slipped off in the direction

of the robot base. The trajectories of the end effector and tray for an execution are shown in Fig. 5.9

and Fig. 5.11. The tracking controller without the end effector force objective succeeded for 30%

of the trials, failing seven times to reach the third target due to the tray either colliding when the

supports or slipping off in the direction of the robot base.

5.7.2. Reliability Test

The reliability of our method is evaluated by repeatedly executing the task without intervention.

This is possible without manual resetting because the final target position coincides with the initial

position, and thus we treat tracking error from the previous execution as unstructured perturbations

to the initial state. Our method was able to complete six full cycles before failing due to the tray

reach the position threshold (within 5cm) of the third target.

5.7.3. Task Variations

To evaluate the robustness of our method to model error, specifically inaccurate mass and inertia

properties, we add two different objects on top of the tray as shown in Fig. 5.10. The first object

is a common household mug that weighs 0.319 kg (∼30% mass of the tray). We place it at an

arbitrary position on the tray but take care to not obstruct the AprilTags on the tray. We similarly

test the tray with the second object, which is a sugar box that weighs 0.515 kg (∼50% mass of the

tray). Without adjusting any parameters, our controller is able to successfully complete the full

task without failure.

Although our method demonstrates robustness to moderate model error, it fails when we double the

mass by stacking two trays. However, we can adjust our controller to accommodate the two stacked

trays by updating its model to reflect its new mass, inertia, and contact geometry. Specifically, this
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Figure 5.9: Position trajectories from execution on hardware. The visually estimated contact mode
between the tray and end effector as well as tray and supports are indicated. Note, determining the
actual contact mode for each of the seven contacts is challenging and there are likely many more
contact mode transitions than reported in the figure. For instance, as shown in the last frame of
Fig. 5.8, each contact point can be active independently.
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means updating the corresponding values in the URDF file that defines the tray model. The task

demonstrates the, perhaps obvious, finding that MPC is able leverage new object models.

(a) Unmodeled mug (b) Unmodeled sugar box

(c) Two stacked trays (modeled in the controller)

Figure 5.10: We evaluate our controller with the tray carrying unmodeled household objects placed
at arbitrary positions as well as with two trays stacked on each other.

5.7.4. Behavior Analysis

We empirically observe that we did not need to tune any parameters, including friction, when

transferring to hardware. We hypothesize that controller feedback and the stick-slip “gait" that

naturally emerges from MPC has some inherent robustness to minor over and under estimation of

friction. As evidence for this hypothesis, we observe the trajectory traces of the end effector and

tray for two sections of the task where transitions between sliding and sticking contact are prevalent.

The first section is during the retrieval task when the controller attempts to slide the tray onto the

end effector. We plot a 1.5 second trajectory of the initial retrieval maneuver in Fig. 5.11, which
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shows that the end effector is not only moving back and forth along the direction of the target, but

also raising and lowering in a circular pattern. This gait increases the normal force between the tray

when attempting to stick and decreases the normal force when attempting to slide, even utilizing the

supports to entirely break contact with the tray. This difference in contact forces results in a margin

for the boundary between sticking and sliding. The second section is during the place task when the

controller attempts to slide the tray off of the end effector back onto the supports and is also shown

in Fig. 5.11. Here, the controller accelerates the tray forward and down in order to initiate sliding

followed by a similar gait pattern as the first target once the tray is on the supports. Although

underestimating the friction force may not lead to failure as the tray should still reach the supports,

overestimating the friction force may cause sliding during the initial forward acceleration. This may

explain why, during the ablation study, the most frequent failures were during this maneuver.

(a) Retrieve Target (b) Place Target

Figure 5.11: Portions of the end effector and tray trajectories approximately overlaid on top of
image showing the naturally planned gaits from the MPC. The selected trajectory for the retrieve
target (a) is 1.5 seconds long and 2.5 seconds long for the place target (b).

5.7.5. Perturbation Recovery

The predominant motion of the task is along the x and z-axes. To showcase the 3D nature of our

method and to highlight its reactivity properties, we apply manual perturbations directly to the

tray primarily along the y-axis during execution of the experiment. Our controller is able to recover

from modest perturbations applied during execution. Footage of these perturbation recoveries are

included in the supplemental video.
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Figure 5.12: We apply our framework to a different task where the robot is tasked with rotating the
tray with the aid of a wall. Using the same LCS model for the end effector and tray and a single set
of gains and a single target, our framework is able to successfully accomplish the task. The system
is initialized (left) so that the tray must be rotated by approximately -45 degrees about the z-axis
in order to reach the target configuration (right).

5.7.6. Tray Rotation using an External Wall

To showcase the generality of our framework, we consider a different task where the robot is ini-

tialized with the tray balanced on the end effector and must rotate the tray using an external

wall placed to the side of the robot as shown in Fig. 5.12. Reorienting objects has many prac-

tical uses such as changing the viewing angle of the tray. This task has similarities to previous

works (Chavan-Dafle et al., 2020) (Hou et al., 2018) that use external contacts to reorient an object

grasped within parallel jaw grippers. However, in our variation of the reorientation task, the object

has no corners to use a pivot points. In fact, only the tangential component from the external wall

contact applies a useful moment for rotating the tray. Additionally, because the tray is balanced

on the end effector and not rigidly grasped, we have limited control authority to adjust the contact

forces between the end effector and the tray. The result is an underactuated reorientation task that

requires careful planning and control of the sliding forces on the end effector and rolling between

the tray and wall.

We are able to use the same representation for the end effector and tray in the LCS. The only

difference in the LCS model is the removal of the four point contacts from the supports, and the

additional of a single point contact to capture the collision between the tray, which is modeled as

a cylinder, and the wall, which is modeled as a box. Both of these geometries are convex geometry
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primitives supported by the Drake geometry engine, and therefore no additional engineering is

required.

We show again using a single set of MPC gains and a single target position for the tray and end

effector, that our framework successfully moves the tray to contact the wall and rotate the tray by

45 degrees around the z-axis in either direction. The single fixed target is set to

qlcs,des = [0.55, 0.0, 0.469, 1, 0, 0, 0, 0.55, 0.0, 0.485],

for this task and the state of the system is initialized to approximately

qlcs,init = [0.55, 0.0, 0.469, 0.925, 0, 0, 0.38, 0.55, 0.02, 0.485].

The difference in the target and initial state is in the orientation components , which is approximately

a rotation of 45 degrees about the world z-axis. For the other direction, we keep the target state

values fixed, but initialize the system so that the tray is instead rotated by -45 degrees about the

same world z-axis. Another difference in the target and initial state is a small offset of approximately

2 cm in the initial trayy position toward the direction of the wall. This is to encourage the MPC to

utilize the wall, because otherwise it would have to trade off position error with orientation error

instead of reducing both simultaneously. Additionally, the wall is placed near the side of the robot

in order to decrease the penalty of using the wall, as the robot would need to move away from

the target in order to make contact with the wall. Finally, because the state tracking terms of the

MPC error (xlcs,des − xlcs)
TQ(xlcs,des − xlcs) is improperly defined for the quaternion components,

we compute the quaternion orientation error expressed in angle-axis form and set the desired tray

angular velocity to be proportional to that error. We report the full set of MPC parameters in

Table 5.4.

In the hardware setup, we use a single particle board as the wall and use the same tray as the tray

retrieval task. Additionally, we add high friction tape to the rim of the tray in order to increase the

friction of that surface.
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N 4
dt 0.05

µtray,ee 0.8
µtray,wall 1.0

ρ 5
ADMM iterations 3

Qq 50 * [10, 10, 150, 1000, 1000, 1000, 1000, 25, 25, 15000]
Qv 50 * [5, 5, 5, 1, 1, 500, 5, 5, 5]
R 75 * [1.9, 0.5, 0.05]
wGx 0.5
wGλ

75
wGu 1.25
wUx 0.5
wUλ

50
wUu 15
umin [-10, -10, 0]
umax [10, 10, 30]
qee,min [0.45, -0.2, 0.4]
qee,max [0.7, 0.2, 0.5]

Table 5.4: Full C3 parameters used for rotating with external wall experiment

5.8. Limitations

While our controller is fairly robust to mass and inertia, it is not robust to the height of the

supports. This is not surprising as the tray, supports, and robot are stiff, leading to sensitivity at

the boundary between contact and no-contact. However, this can be addressed by quickly adapting

the LCS parameters (Huang et al., 2023) or generating the contact geometry and system dynamics

entirely (Howell et al., 2022b) (Pfrommer et al., 2021). We also must manually define the 3 contact

points on the end effector instead of automatically generating the contacts from the end effector

geometry. This was necessary to capture the surface-surface contact between the end effector and

tray. An alternate approach would be to model the interactions using a single patch contact, but

patch contact models have not been shown to work in a LCS. However, patch contacts can be

captured by an equivalent single point contact at the center of pressure (Le Cleac’h et al., 2023)

(Dietz et al., 2024). This may be a promising approach to not only reduce the size of the problem,

but avoid manually defining the contact points.

Another limitation of this method originates from the LCS model used by the MPC. A known

limitation of the LCS model is that it only is a linear representation of the contact decisions,

meaning that it cannot consider contacts beyond the contact boundary. For example, if the end

effector moves entirely out from underneath the tray, the gap function ϕ will shift and instead
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consider only horizontal contact between the end effector and tray. In this scenario, the MPC

cannot find a solution for the task as it cannot reason about a path to go back under the tray.

This linear representation of contact boundaries can be limiting when applying this method to

certain dynamic manipulation tasks such as flipping or scooping, however this can be addressed by

linearizing about a reference trajectory with more informative configurations. On the other hand,

dynamic manipulation tasks such as batting and throwing should, in principle, fit well within our

method.

While not needing to tune a separate set of parameters for each target highlights the flexibility of our

approach, our selected parameters choose to favor broad motions over fine adjustments which results

in higher steady state error. An adaptive set of parameters depending on the task could reduce this

tradeoff. Additionally, the success of this task is extremely sensitive to the C3 parameters. We found

that many parameters need to be within 20% of their final values. Fortunately, the parameters that

perform well in simulation also perform well on hardware as we did not adjust any parameters on

hardware except to calibrate the height of the supports.

Finally, the tasks we consider have relatively few contacts compared to the dexterous tasks demon-

strated with robotic hands (Ma et al., 2023). The number of contact variables scales linearly with

the number of contacts and the possible MIQP branches per knot point scaling as 2nλ . However, in

practice, high performance can often be achieved without convergence of the ADMM iterations. As

a result, the compute time required to achieve sufficient performance is better than this worst-case

analysis would imply. However, this also means that the compute time is sensitive to the nuances

in a given task, which might lead to faster or slower convergence to a high-quality policy. We leave

exploring the computational limits of MPC for future work.

5.9. Future Work

This paper demonstrates state-of-the-art performance for a on-palm sliding task, showing what

can be accomplished with state feedback and contact-implicit MPC. We evaluated just one contact-

implicit MPC formulation (Aydinoglu et al., 2024) on our dynamic manipulation. Many distinct for-

mulations exist (Kurtz et al., 2023; Pang et al., 2023; Howell et al., 2022a; Le Cleac’h et al., 2024),
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each with their own simplifications and assumptions. These methods have been compared on metrics

such as the degrees of freedom and update rates (Kurtz et al., 2023); however, these metrics poorly

capture the key factors that inform if a method will succeed. For example, the update rates are not

reported on a standardized processor and are also sensitive to software optimizations independent

of the algorithm. Additionally, the scaling of these methods with respect to the degrees of freedom

may differ greatly. Sampling-based MPC such as Howell et al. (2022a) samples actions, which may

perform poorly in large action spaces. In contrast, Aydinoglu et al. (2024) requires enumeration of

all potential contact pairs, which may struggle in dexterous tasks involving robot hands. Beyond

scaling, key differences may also lie in how these methods discover contacts. Comprehensive com-

parisons of these methods may provide instructions on how to choose between methods and inform

future directions. Additionally, existing formulations seem to share common limitations, partic-

ularly the vulnerability to local minima. Future work can address how to intelligently integrate

higher-level planners into this framework.
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CHAPTER 6

Conclusions and Future Directions

In this thesis, we examine the challenges for control of dynamic legged locomotion and manipulation

and provide methods for control across contact modes. We embrace the full complexity of impact

dynamics and frictional contact and concede that uncertainties in measurements during impact

events and the predictive performance of frictional contact are impractical to completely eliminate.

Despite these concessions, we leverage understanding of the structure in these uncertainties to

provide robustness to uncertainty in impact events while minimally sacrificing control authority.

We apply our method to enable the first model-based jumping and running controllers for the

bipedal robot, Cassie. To overcome the inaccuracies in rigid frictional contact models, we leverage

the real-time ability of contact-implicit MPC to plan across contact modes without pre-specification.

We demonstrate new capabilities in controlled sliding and show the promise of utilizing model-based

control to reason about contact-rich manipulation without ad-hoc engineering.

A universal aspect of controlling the dynamic motions discussed this thesis is the careful consider-

ation of the timescales under which the physical phenomena and optimization algorithms resolve.

While the millisecond rates at which impact events may not be relevant to high level footstep

planning decisions, it directly interacts low-level processes such as contact estimation, tracking con-

trollers, and even motor dynamics. Similarly, we confront that the system evolves when computing

the next MPC plan and how that may reduce the relevance of the plan and affect the efficacy of

common computational optimization such as caching and warm-starting.

6.1. Future Work

While the results in this thesis demonstrate impressive new capabilities in the context of dynamic

robots, the controllers are still not reliable enough to confidently deploy in the world. One partic-

ularly important shortcoming is the challenge of generating good models. Many of the sim-to-real

challenges implementing the methods in this thesis can be classified under model curation. Beyond

accurate system identification, understanding and determining when additional model fidelity was
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required was an intensive effort. Additionally, the predominant workflow when engineering robotic

systems is sequential: first comprehensive modeling and system identification is manually performed

by engineers, which is later consumed by the controller. In order to function as true autonomous

systems that can be deployed in complex environments, robots must be able to synthesize these

models automatically. Thus additional work needs to be done to design controllers that can intel-

ligently collect data while simultaneously being robust to model uncertainty due to lack of data.

While adaptive controllers (Huang et al., 2023) are a promising step in this direction, an important

future direction is investigating how to safely perform adaptive methods when the consequences of

incorrect actions are more severe.
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